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Abstract

We present the derivation of arrays for computing the Faddeev algorithm, using a graph-based
methodology. We consider implementations for fixed-size problems as well as for partitioned mode.
Arrays are obtained by performing transformations on the fully—parallel dependence graph of the
algorithm. We derive linear and two-dimensional structures and evaluate the resulting arrays in
terms of number of PEs, throughput, I/O bandwidth, utilization of PEs and overhead due to
partitioning. We also compare our implementations with other schemes previously proposed.

For fixed-size problems, we show that throughput reaches 2/ (3n? — n + 2) in a linear array,
while throughput n~=! or (2n)~! can be obtained with two—dimensional arrays. The utilization of
such arrays tends to 7/9 for large matrices. In the case of partitioned problems, we propose a
two—dimensional scheme that is more efficient and has less overhead than other arrays previously
proposed. We show that throughput of both linear and square arrays tends to (3m)/(7n?), where
m is the number of cells, and utilization tends to optimal. Moreover, we show that in partitioned
implementations with the same number of cells a linear array performs better, is easier to implement
and is better suited for fault-tolerant capabilities than a two—dimensional one.



1 Introduction

The implementation of matrix algorithms as collections of regularly connected processing elements
(arrays of PEs) has been extensively studied lately [1]-[7]. A problem frequently found in designing
such arrays is that of providing capabilities to compute several algorithms in the same structure, so
that an array can be used for different computations. One approach towards solving this problem
consists of building into the array the capability to perform a class of matrix algorithms and
controlling execution of any of the possible algorithms through programmable features in the array.
Processing elements have been designed with such goal in mind [8,9] and systems have been built
offering a variety of matrix computational capabilities [10)-[13].

A different approach to offer flexibility in an array of PEs consists of using a general-purpose
algorithm within a class of problems. Such is the case of the Faddeev algorithm {14], which has
the capability of performing a variety of matrix computations without the need for programmable
features. Some overhead or cost is involved of course, which in this case consists of performing
additional computations. Several arrays to compute the Faddeev algorithm have been discussed
in the literature {15 [18]. Nash and Hansen [15] have proposed a trapezoidal array for fixed-size
problems and an implementation of their scheme has been presented in [16]. The same structure
is used in [17] to compute the Faddeev algorithm for matrices larger than the size of an existing
array (i.e., partitioning the problem so that it fits into an array). The Faddeev algorithm is also
implemented in [18] for both fixed size and variable size problems, and in [19] for partitioned
implementation in a two—dimensional array of transputers.

The arrays to compute the Faddeev algorithm mentioned above have not been derived through
the application of a design methodology (this is also the case with many schemes for other matrix
computations), though methods to derive the structure and interconnection of arrays of PEs for a
given algorithm have been proposed {20]. The existing methods are transformational approaches,
where a high-level specification of a problem is transformed into a form better suited for implemen-
tation. Such mechanisms can be useful to accomplish certain design tasks, but they either restrict
the form of the algorithm (i.e., a recurrence equation), are unable to incorporate parameters of
interest for the implementation, or are too complex to use. Thus, it is not surprising that they
have not been used in the derivation of arrays for the Faddeev algorithm.

In this paper, we present the application to the Faddeev algorithm of the design methodology
proposed in [21]-{23). This is a transformational method, which uses a fully-parallel dependence
graph as the description of the algorithm. The graphical nature of this methodology makes it eas-
ier to use than approaches based on mathematical expressions and the dependence graph doesn’t
restrict the form of the algorithm. We use such methodology to derive linear and two—dimensional
structures for the Faddeev algorithm, which take advantage of different properties in the compu-
tation. We discuss the design of arrays for fixed—-size problems, as well as the computation of the
algorithm for matrices larger than the size of an array (i.e., partitioning the algorithm). We com-
pare the structures obtained in terms of number of PEs, throughput, input bandwidth, utilization
of PEs and overhead due to partitioning.

We show that for matrices of size n by n it is possible to achieve throughput 2/(3n% — n +2)
with O(n) cells organized as linear structures and throughput [#]~" or [2n]~! in two-dimensional
arrays with O(n?) cells. The utilization of such arrays tends to 7/9. One of the two—dimensional
schemes derived here corresponds to the one proposed by Nash and Hansen in [15], though their



paper didn’t include an evaluation of such array in terms of throughput and utilization as it is
possible with our graph-based methodology.

In partitioned mode, we show that for very large matrices the throughput of linear and two—
dimensional arrays tends to (3m)/(7n®) (where m is the total number of PEs) and utilization tends
to 1. The two-dimensional partitioned scheme devised here is more efficient than the one proposed
in [18]. In addition, it doesn’t need the complex loading and un-loading of data required in [17].
Moreover, we show that a linear array is simpler, has slightly better throughput and utilization with
the same number of units than a square array, and exhibits better characteristics for fault-tolerant
implementations than a two—dimensional structure.

2 The Modified Faddeev Algorithm

The matrix version of the Faddeev algorithm evaluates the expression. CX + D subject to the
condition AX = B, where A, B,C, D are given matrices, X is a column vector, and A is of full
rank. The algorithm can be expressed by representing the data as the extended matrix

-C | D

and performing linear combinations on this extended matrix with the objective of transforming
matrix C into a matrix of zeroes. If we represent such linear combinations as W, the operations
performed are (—C + WA) and (D + W B). The annulment of ' requires that W = CA~!, so that
D+WB=D+CA!B. Since X = A"!B, the final result D+ W5 = D+ C X replaces the values
of matrix D in the expression above [15].

Several matrix operations are possible by selecting specific entries for matrices A, B, C and D.
Figure 1 depicts such alternatives, which include matrix multiplication/addition, matrix inversion
and solution of linear systems of equations. Therefore, the Faddeev algorithm allows a degree of
“programmability” by selecting the values of the input data. The cost of such flexibility consists
of the additional operations that need to be performed, because the algorithm operates on four
matrices.

In addition to its capability to perform different matrix operations, the Faddeev algorithm has
other advantages:

¢ The algorithm doesn’t need to compute the elements of W, since it only needs to annul the
elements of C. Such annulment can be done by ordinary Gaussian elimination.

o When solving linear systems of equations, the algorithm doesn’t need the back-substitution
step usually found in triangularization methods. Instead, results are obtained directly at the
end of the annulment of C.

Since Gaussian elimination doesn’t guarantee numerical stability and fails for zero pivot ele-
ments, Nash and Hansen have proposed a modification to the original Fadeev algorithm [15]. Such
modification consists of “adding an orthogonal factorization capability for added numerical stability
and to allow the coefficient matrix to be non-square for over- and under-determined systems of



— CA'B+D

O
O

—» D+CB

B
-G | D

Figure 1: Examples of matrix operations available with the Faddeev algorithm

equations”. Nash and Hansen’s scheme uses Givens rotations to annul matrix €. The utilization
of Givens rotations requires to divide the process of annulling matrix C into the following two-step
procedure [15]:

e Triangularization of matrix A through Givens rotations and application of such rotations to
matrix B. '

e Caussian elimination of the elements of C using the diagonal elements of the rotated matrix
A (i.e., matrix Q) as pivots and application of the same transformations to D.

Figure 2 shows the dependence graph of the modified Faddeev algorithm for 4 by 4 matrices,
after replacing data broadcasting by data pipelining [21,22]. Delay nodes have been added to en-
hance communications regularity between nodes of the graph and to obtain nodes with at most one
external input. Operation nodes correspond to the computation of multiply /add, division, rotation
angle and rotation. For simplicity, we assume that all these nodes have the same computation time.
The validity of such an assumption is highly implementation-dependent, as recent studies about
the design of special-purpose cells suggest [24,25,26].

We can distinguish four sections in Figure 2, namely those used to operate on the four different
matrices. In the top-left section, diagonal elements of matrix 4 are used to compute rotation
angles. Such angles are broadcasted horizontally to the remaining elements of 4 on the same row
and to the elements of B also on the same row. All these elements are rotated according to such
angles. Elements of the resulting triangular matrix Q and the rotated matrix B’ flow towards the
lower sections of the graph. In the lower—left section, diagonal elements of @ are used as pivots to
perform Gaussian elimination on matrix C. Pivots are broadcasted horizontally and used together
with elements of B’ to perform the same transformation on matrix D.
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Figure 2: Fully-parallel dependence graph for the Faddeev algorithm with no broadcasting



In the next sections, we use the dependence graph described above to discuss the design of
arrays for the Faddeev algorithm.

3 Arrays for the Faddeev algorithm with fixed—size matrices

In this section, we study the design of arrays of processing elements (PEs) for the Faddeev algorithm
with fixed—size matrices, using the dependence graph in Figure 2 as description of the algorithm. A
pipelined implementation of such graph [21,22] leads to a structure with O(n®) nodes, O(a?} input
bandwidth and complex interconnection, undesirable features for an implementation. We use the
methodology proposed in [21]-{23] to transform the graph and incorporate into it implementation
restrictions.

3.1 Linear arrays for the Faddeev algorithm with fixed—size matrices

Let’s assume that we want to obtain an implementation for the Faddeev algorithm with O(n) cells.
Since the graph in Figure 2 has O(n3) nodes, we have to transform the graph by grouping nodes
such that the transformed graph has O(n) nodes. We have proposed a procedure to reduce the
number of nodes in dependence graphs [23], which collapses sub-paths of a graph into single nodes.
However, such procedure is complicated in this case becaunse it is not possible to group all nodes
with just O(n) subpaths of the same length, neither to find O(n) groups with the same number
of nodes without compromising the communications structure of the graph. These facts lead to
groupings with different number of nodes per group and consequently to implementations with
different computation time per cell and non-optimal utilization. Thus, we must attempt to group
sub—paths in such a way as to minimize the difference in the number of nodes per group.

From the graph we can recognize O(n?) vertical (or horizontal) sub-paths suitable for collapsing.
In addition, there are O{n?) diagonal sub—paths*. We can’t group diagonal sub-paths into single
nodes because this would lead to O(n?) nodes and we are interested in O(n) cells. We have
to look for a grouping which collapses O(n) diagonal sub-paths into a single group. We also
want to minimize the difference in the number of nodes per group without unduly increasing the
communication complexity. Therefore, we choose to group vertical (or horizontal) sub—paths in
such a way as to include each diagonal sub-path in a single group, leading to 2n groups.

The grouping discussed above is shown in Figure 3 for the case of grouping vertical sub~paths.
The graph resulting from such grouping requires that the leftmost node be capable of performing
division and computing rotation angles, the next n — 1 nodes must perform those two operations
plus rotation and multiplication/addition, while the remaining n nodes perform only rotation and
multiplication /addition.

Throughput achievable with the grouping shown in Figure 3 can be obtained directly from
the graph. Such throughput is determined by the largest group (i.e., the group with the largest
number of primitive nodes), because such group has the longest computation time. In this case,
it corresponds to the rightmost group. A cell implementing this group must perform %n(n -1)

*Diagonal sub—paths actually correspond to a third dimension of the graph. For simplicity, we have drawn the
graph in a two-dimensional plane and projected the third dimension onto such diagonal sub-paths
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Figure 3: Grouping vertical sub-paths in Faddeev dependence graph



rotations, n? multiply/add operations, and n delays, leading to throughput

-1
Tinear = [%n(n ~ 1) +n?+ n]

2 -1
= —— ops
ol b )
Total computation time for one instance of the algorithm can be expressed as the time to
compute the last (i.e., the rightmost) group, plus the delay before starting the computation of such
group. Thus, total computation time is

1 3 5
tlinear = En(n ~1)+n¥+3n-1= Enz + i 1= %(Bn +5) [ops]

Operations within each group in Figure 3 can be executed in one of the following two orders:

o Schedule nodes of each group by diagonal sub-paths, that is, execute all nodes in a diagonal
sub—path before scheduling another diagonal sub-path. In such a case, delay elements have
to be added to vertical sub—paths in a group in order to synchronize the arrival of data to
nodes. Thus, O(n) delay elements are required per group. Since delay nodes were added to
enhance communications requirements of the graph and with this scheduling all data is local
to cells, delay nodes shown in Figure 2 don’t need to be executed (excepting those delays at
the top of the graph). Consequently, throughput can be increased to 2/(3n? — n + 2). Data
arrival to nodes of this graph is interspersed with null values. The transformed graph for such
scheme, shown in Figure 4, can be directly mapped onto a linear array.

» Schedule nodes of each group by vertical sub—paths, that is, execute all nodes in a vertical
sub-path before scheduling another vertical sub-path. In such a case, intermediate results
used within a group need to be fed back into the node, as shown in Figure 5. Input data
arrives to nodes of this graph at successive intervals. The graph can be mapped directly onto
a linear array.

Cells in the arrays discussed above perform different computations, as inferred from the primitive
nodes composing the groups leading to such cells. This is a consequence of the grouping performed.
because there were no restrictions on the type of nodes composing a group. An alternative approach
considers searching for groups of similar nodes, leading to structures with specialized cells. Since
cells are specialized, they might be simpler than cells in arrays with more general PEs. For the linear
arrays discussed above, it is possible to obtain specialized cells at the cost of data movement. If we
schedule the computation of nodes in each group by vertical sub—paths, the feedback of data into a
node described above can be modified so that data is fed back not to the same node but to the node
to its left (i.e., intermediate data is shifted to the left). This is equivalent to redrawing the graph
in Figure 2 in such a way that all vertical sub—paths with nodes performing division/rotation angle
appear at the left of the graph and are grouped together. With this approach, all computations
of rotation angles and pivots are performed in the leftmost group. The remaining groups need to
perform only rotations and multiply /add operations in Gaussian elimination. The resulting graph.
shown in Figure 6, can be directly mapped onto a linear array.

Linear arrays with higher throughput than what is achievable from the structures described
above can be obtained by grouping fewer nodes per group. Since the dependence graph is composed

7
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of different sections, one alternative consists of separating nodes in the two topmost sections of
the graph from the bottom ones and group them independently. In such a case, we obtain a
linear graph with two nodes in each position. These nodes are simpler than in the previous cases,
because topmost nodes perform only triangularization while bottom nodes only perform Gaussian
elimination. All approaches discussed above for scheduling the nodes within a group are also suitable
for this case. Figure 7 shows the structure of a bi-linear array with shifting of intermediate results,
where each cell needs to perform only one type of computation. Throughput of this array is n=?,
almost twice that of previous examples, since the largest group has n? nodes. Total computation
time for one instance of the algorithm is still 3n(n + 1)[{ops}, because the critical path in the graph

has not been modified with respect to the previous examples.

3.2 Two—dimensional arrays for the Faddeev algorithm with fixed—size ma-
trices

In this section, we use the dependence graph in Figure 2 to illustrate the design of two-dimensional
arrays for the Faddeev algorithm with fixed-size matrices. Since the graph has O(n?) nodes and
we want to obtain O(n?) cells, we need to perform groupings of O(n) nodes per group. Again,
we are concerned with the utilization of the resulting arrays so that we attempt to obtain groups
with the same number of nodes. As in the case of linear arrays, the grouping process is performed
following the procedure proposed in [23]. We use the extended version of such procedure, which
selects groups according to the length of sub-paths in the graph.

There are basically three alternative approaches towards performing grouping of nodes in Fig-
ure 2: group vertical, horizontal or diagonal sub-paths. There are several sub—paths of the same
(maximum) length in each of these cases, so that we can expect to obtain good utilization of the
resulting arrays.

Grouping diagonal sub—paths of the graph: square array

We first perform grouping of diagonal sub-paths of the graph, as shown in Figure 8. Such grouping
leads to the transformed graph shown in Figure 9, which can be directly mapped onto a square
array. In such an array, the lower rightmost n(n + 1) cells are fully utilized while remaining cells
have lower utilization. Cells perform different operations, as inferred from the figure. Results are
obtained from the lower-rightmost n? cells. The transformed graph requires data input in every
node, leading to O(n?) input pads. However, those pads will be under-utilized because only one
data element is transferred through each input for each instance of the algorithm. The input
bandwidth problem can be solved by decoupling data transfer from computation, as proposed for
such case in [21,22].

Since the largest group in the transformed graph is composed of n nodes, this scheme has
throughput

1 -
quuare = E [OpS] !

In a similar manner to the case of the linear array in Figure 6, we can simplify nodes in the
square graph by moving data towards the upper-left corner. In such a case, only nodes in the

11
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leftmost vertical sub-path of the graph need to perform complex operations such as division and
computation of rotation angles. This scheme is shown in Figure 10. Intermediate results flow
through the graph and final results can be made available through nodes at the upper-left corner.
Consequently, the region of maximal utilization also moves towards the upper-left section of the
graph.

Grouping vertical or horizontal sub—paths of the graph: trapezoidal arrays

The result from grouping vertical sub—paths of the graph is shown in Figure 11. In this case, we
obtain a graph which can be mapped onto a trapezoidal array. This scheme corresponds to the
structure proposed in [15}. Such array has O(r) input bandwidth. Results low downward through
the rightmost n? cells of the array. Cells are specialized because only the leftmost ones perform
division and computation of rotation angles, while remaining cells perform rotations and multi-
plication /addition. Utilization of this scheme is not maximal, because the number of operations

15
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per group is not constant. Since the cell with longest computation time performs 2n operations.

throughput of this scheme is

The alternative of collapsing horizontal sub—paths of the graph into single nodes leads to the
graph shown in Figure 12. This graph can also be mapped onto a trapezoidal array, with charac-
teristics somehow similar to the previous trapezoidal structure: it also has O(n) input bandwidth,
but results low horizontally through the square section of the array and become available at the
rightmost column of the array. Cells are less specialized than in the previous case, because now
all cells must perform a complex operation such as division or computation of rotation angles, as
shown in the figure. However, fewer cells are needed because diagonal cells in the triangular part
are just delay registers and do not perform any computation. Throughput of this scheme is also

Ttrapez = %

[ops] ™!

[2n]~! because the cell with longest computation time performs 2n operations.
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In a similar manner to the case of linear structures, we can search for two—dimensional arrays
with higher throughput than what is achievable in the arrays above. While grouping vertical {or
horizontal) sub-paths, we can separate nodes in the different sections of the graph and group them
independently. Such approach leads to pairs of trapezoidal sub-graphs as the ones described above.
Nodes at the same position in these sub—graphs are from the same vertical (or horizontal) sub-path
and since there is a connection along such sub-path, the two sub—graphs have their corresponding
cells interconnected. Figure 13 shows the graph obtained after grouping vertical sub—paths, which
can be mapped directly onto parallel trapezoidal structures. The cell with longest computation
time in such scheme performs n operations, so that throughput is

1 -
Tanie trapez — ; [OpS] !

3.3 Comparison of arrays for Faddeev algorithm with fixed—size matrices

In this section, we compare the characteristics of the different arrays to compute the Faddeev algo-
rithm for fixed—size matrices devised in previous sections. Such comparison is based on information
obtained from the dependence graphs of the algorithm, both the original graph shown in Fig-
ure 2 and the transformed graphs leading to the various arrays. We use the following performance
measures to compare these arrays:

Number of cells
Throughput
Input bandwidth
Utilization

Number of cells and input bandwidth in each array are obtained directly from the transformed
dependence graphs. Throughput is determined by the node with longest computation time in

it

the transformed graphs. Utilization is usually computed as %7’1’_, where n; is the number of
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nodes with computation time t;, m is the total number of cells, and T is the throughput of the
implementation. The expression 37, nit; corresponds to the total number of nodes in the original
dependence graph so that utilization can be computed by using information obtained from the
graph. In other words, we do not need to obtain the computation time of each cell in an array
but only to compute throughput as indicated above and compute the total number of nodes in the

graph.

To compute the number of nodes in Figure.2, we use the fact that such graph is composed
of many rectangular sub—graphs of decreasing dimensions. Smaller rectangular sub-graphs are
embedded inside larger ones. We ignore delay nodes shown in Figure 2 because those nodes do not
perform useful computation. The number of nodes NV is given by

n—1
N = Y (@n-i@2rn-i-1)
i=0

T3 n

= =N = =

3 3

The expression above is different from the one given by DeGroot et al. in [19], because they
count as operations cycles when a cell is waiting to collect the first two operands before performing
the first operation in a group. Such delay is due to the single-input capacity of cells. Consequently,
their measure of complexity of the algorithm (i.e., 3n3 + n? operations) is greater than the actual
value.

The performance measures listed above are shown in Table 1 for the arrays for fixed-size prob-
lems (the + sign in the entries for trapezoidal structures is due to the difference in number of cells
between both trapezoidal schemes). The table includes a relative measure of complexity of cells: a
“simple” cell corresponds to a cell which doesn’t perform division or computation of rotation angles,
while a “complex” cell performs these two operations. Note that such classification is not rigorous,
because it is not clear whether a cell performing computation of rotation angles is necessarily more
complex than one performing rotations. Such conclusion is highly implementation—-dependent, as
shown in [24,25,26).

From the expressions in Table 1, we infer that utilization of linear and trapezoidal arrays is
better than that of double-linear or square arrays. Among linear arrays, the one with feedback and
shifting of intermediate results, shown in Figure 6, seems more advantageous due to the specialized
but simpler cells. Trapezoidal arrays are attractive because they offer higher throughput than linear
schemes, without degradation in utilization. Furthermore, the scheme with two—planes offers twice
the throughput of the other trapezoidal arrays with the same utilization. Thus, such alternative is
more attractive if one can afford the larger number of PEs and input pads.

4 The partitioning problem in the Faddeev algorithm

In the previous section we devised linear and two—dimensional arrays for the Faddeev algorithm for
fixed—size matrices. However, many applications require processing large matrices for which it is
not feasible to build an array of the required size. Other cases require to solve problems of variable
size using the same array. As a consequence, it becomes necessary to decompose the problem into
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Array # Cells Throughput | Input Utilization Cells
[1/ops] pads
Linear w/regs 2n 3;-;_1'-172- 2n ﬁ%@- — % all cells complex, (n—1) reg/cell
Linear w/feedback 2n 3;-?;-; 2n g—f"i,—-g—i)— — & | all cells complex
Linear w/shift 2n 3?;’2'471 2n 9—;‘:-5'%-_3—1‘5 — % one complex, n — 1 simple
Double linear 4n n? 4n 7—;‘-;;";-1- — i | two complex, 2(n — 1) simple
Square no shift 4n? nt 2n? %"%‘} — 112 2(3n - 1) complex, 5(5n — 3
simple; 2n delays
Square w/shift 4n? n-! 2nt 3;‘—;;',1 - -173 (2n —1) complex, (2n— 1)? sim-
ple; 2n delays
Trapezoidal 3nt+ 3 [2n]! 2n %‘,1;31; — % | n complex, 322 + 3 simple
Bi-trapezoidal n?in n~1 4n %’ézt-——;; — % 2n complex, 3n? £ n simple

Table 1: Performance measures for arrays for fixed size problems

sub—problems so that sub—problems fit into a target array. This is known as partitioning [27]-
[30]. We first review some structures previously proposed to execute the Faddeev algorithm in
partitioned mode and later present our partitioning method.

4.1 Partitioned structures previously proposed

A structure to compute the Faddeev algorithm in partitioned mode was proposed by Nash et al.
in [17). This structure is based on the one proposed in [15] for fixed-size matrices. It consists of
a square array which is used to process both triangular and rectangular portions of a trapezoidal
model of the algorithm such as the one shown in Figure 11. The scheme partitions matrices A
and B into vertical strips as wide as the size of the array and feeds such strips sequentially to the
array. After both A and B have been processed completely, matrices C and D are partitioned and
processed in the same manner.

Putting Nash et al. procedure in terms of transformations as those described here, they separate
the nodes in the different sections of the dependence graph shown in Figure 2 and group them in-
dependently, leading to a pair of trapezoidal sub—graphs as the one shown in Figure 13. Moreover,
they map each trapezoidal sub—graph independently onto the target square array. As we described
in Section 3.2, the two sub-graphs have their corresponding nodes interconnected. Such intercon-
nections represent intermediate results from processing 4 and B that are needed later to process
C and D. Mapping the trapezoidal sub-graphs independently implies that intermediate results are
left stored inside the array. As a consequence, Nash et al. scheme requires an unloading/loading
step every time a new part of a strip is brought into the array for processing. In addition, a
skewing/de-skewing procedure ‘s used for maximal utilization of the array when computing the
square portions of the algorithm. The authors claim that such overhead is not significant, although
they do not provide figures for such claim.

A different partitioning approach was used by Chuang and He in (30], based on 1/O constraints.
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They do not use Givens rotations for the annulment of matrix C in the Faddeev algorithm, but use
peighbor pivoting instead (4]. Consequently, the dependence graph for their version of the Faddeev
algorithm is not the one shown in Figure 2. They describe the algorithm using a trapezoidal model
as the graph shown in Figure 11. Different partitioning schemes are proposed, leading to different
structures. The most adequate of those structures consist of a triangular and a square array of the
same width. To use such structure, they partition the trapezoidal model into horizontal strips as
wide as the size of the arrays. The triangular portion of the horizontal strips is executed in the
triangular array, while the remaining of the strips is executed in the square array. Since the size of
the rectangular part of a strip is larger than the triangular part, the square array is used several
times in each horizontal strip while the triangular array is used only once leading to low utilization
of the triangular array. The other partitioning schemes proposed by Chuang and He exhibit similar
characteristics.

Another work on partitioning the Faddeev algorithm was presented by De Groot et al. in [19].
They describe the implementation of a partitioned scheme that corresponds to one of those proposed
by Nash et al. in [17]. It consists of visualizing the algorithm as implemented by a large virtual
array and mapping multiple contiguous cells from the virtual array into each cell of the target
array. Nash et al., who refer to this scheme as “coalescing,” discarded it in spite of its simplicity
because it requires O(n?) memory locations per cell. De Groot et al. implementation uses an array
of transputers with 128K memory per processor, so that memory is not a major limitation. In fact,
their main concern is to increase the processor utilization due to the low communication bandwidth
of their array. Consequently, they pay the cost of increased memory requirements with the ob jective
of reducing communications.

4.2 Partitioning procedure

We have devised an approach towards partitioning based on the dependence graph of algorithms.
We briefly describe here such method and present its application to the design of arrays to compute
the Faddeev algorithm in partitioned mode. We refer the reader to {31] for further details on the
methodology used.

Our approach to partitioning consists of applying the following three-step procedure:

1. Transform the fully-parallel dependence graph to remove properties not suitable for an im-
plementation, such as data broadcasting or non-regular communication pattern. Procedures
for these purposes have been proposed in [21,22,23].

2. Transform the graph obtained in (1) into a new graph, which we call the G-graph, by col-
lapsing groups of nodes into new nodes ( G-nodes). The objective of this transformation is to
obtain a graph more suitable for partitioning, in terms of communication requirements. An
example is shown in Figure 14, where sets of consecutive nodes in diagonal sub-paths have
been collapsed into G-nodes. Consequently, the number of nodes in the G-graph is smaller
than the number of nodes in the graph used as input to this transformation.

3. Map G-nodes to a target array with m cells by scheduling sets of m neighbor G-nodes {a
G-set) for concurrent computation, as shown in Figure 15. G-sets scheduled successively are
executed in overlapped (pipelined) manner in the array. The selection of G-sets depends on
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Figure 14: Collapsing primitive nodes into G-nodes

the structure of the target array. In addition, for good utilization, all nodes in a G-set should
have the same computation time.

We apply now this procedure to design arrays for partitioned execution of the Faddeev algo-
rithm.

4.3 Partitioning the Faddeev algorithm for linear arrays

Let’s assume that we want to partition the Faddeev algorithm for » by n matrices so that it
fits in a linear structure with only m cells, where m < n. The graph in Figure 2 has regular
communications requirements among nodes, so that we do not need to perform step 1 in the
procedure above. To obtain the G-graph as indicated in step 2, we consider here the case of
collapsing each vertical sub-path of the graph in Figure 2 into a G-node (collapsing horizontal
sub-paths is also an alternative). Grouping vertical sub-paths corresponds to the grouping done
in Section 3.2 leading to the trapezoidal graph shown in Figure 11. In this graph, rows of G-nodes
have the same computation time and such time decreases for lower rows of the G-graph.

In the last step of our procedure, we map G-sets from the transformed graph onto a linear array
by selecting G—sets of m G-nodes in horizontal sub-graphs, as shown in Figure 16a. Scheduling
of such G-sets is discussed later. Intermediate results from G-sets are saved in external memories.
Those intermediate results include rotation angles or pivots flowing horizontally, and rotated or
pivoted rows flowing vertically. Such data is available at the boundary of the set, so that saving it
in external memories is straight-forward.

The structure resulting from the approach outlined above is shown in Figure 16b. This array
enjoys maximal utilization because all G-nodes executed concurrently have the same computation
time, except when executing boundary sets in some rows which might not use all cells in the array.

4.4 Partitioning the Faddeev algorithm for two—dimensional arrays

We apply now the partitioning procedure described earlier to obtain two-dimensional arrays for
the Faddeev algorithm. The first two steps of such procedure are the same as for linear arrays, so
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that we use the G—graph obtained above which is shown in Figure 11.

The last step of our procedure maps the G-graph onto the target array. Mapping the trape-
zoidal G-graph for execution in a two—dimensional structure with m cells requires to simulate a
triangular array and a square array, because those are the major components of the G-graph. Both
requirements can be fulfilled in a square array, with the proper control signals. G-sets are mapped
onto the array as square blocks of ./m by /m nodes, as shown in Figure 17a. Intermediate results
are saved in external memories. Those intermediate results consist of rotation angles or pivots flow-
ing horizontally, and rotated or pivoted rows flowing vertically. The structure resulting from this
approach is shown in Figure 17b. Utilization of this array is not maximal, because the computation
time of G-nodes is not the same for all nodes in a G-set.

From this analysis we infer that there are differences in the amount of data that needs to be
saved in external memories. The linear structure requires to save m + 1 data elements per G-set
while the two-dimensional array requires to save only 2./m.

4.5 Scheduling and I/0 in partitioned Faddeev algorithm

We discuss now the scheduling of G-sets mapped onto linear and two-dimensional arrays. To
illustrate such scheduling, we use the G-graph shown in Figure 13 (this graph can be regarded
as the internal portion of a large-size Faddeev G-graph). G-nodes in horizontal sub-paths have
identical computation time and data flows in pipelined manner. Nodes in Figure 18 have been
tagged with their earliest scheduling time (i.e., at what time they could start execution) relative to
a reference time ;.

Scheduling of G-sets must take into account the dependences among G-sets, due to the pipelined
nature of data flow within the array. A G-set can’t be scheduled for computation until required
data from predecessor G-sets is available. However, computation time of nodes in a G-set is O(n)
while the length of dependences through the array is O(m) because there are only O(m) cells. Since
m < n, data needed to schedule execution of a G—set is available before the G—set in execution
completes. Consequently, scheduling needs to consider only the dependences between G-sets.

Mapping onto a linear array was performed by composing a G-—set with nodes in horizontal
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Figure 18: Scheduling G-graph into linear and two-dimensional array
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sub-paths, because such nodes have the same computation time. Scheduling of G-sets can be done
by horizontal or vertical sub-paths. For I/O bandwidth reasons discussed below, we choose to
schedule G-sets by vertical sub-paths as depicted in Figure 18a. This figure shows that G-sets
can be scheduled in pipelined mode in a simple manner. Scheduling G-sets for execution in a
two-dimensional array is similar to the linear array discussed above. For I/O bandwidth reasons,
we also choose to schedule G-sets by vertical sub—paths, as illustrated in Figure 18b.

A host feeding input data to the array needs to provide only the elements appearing as input to
the top rows of the G-graph. Intermediate values are saved in and obtained from external memories
attached to the array. Since G-sets comprising nodes at the top of the G-graph are not scheduled
successively, the host needs to fed data to the array at a rate lower than one input per cell per cycle.
Consequently, we can increase utilization of I/O connections by decoupling computation from data
transfer, as proposed in [21,22]. Such approach leads to I/O structures as shown in Figure 19,
where the host feeds data to the array through a chain of registers (the R blocks in the figure).
Each block R consists of a register and a local memory with capacity to store 2n data elements.
Data from the host flows in pipelined mode through the registers and is stored in the memories.
When a G-set from the top of the graph is scheduled for execution, data is read from the memories
into the PEs while new data is transferred from the host.

G-nodes in Figure 19 have been tagged with their scheduling time, as determined above. Since
each node at the top of the G—graph receives 2n data elements from the host, I/O bandwidth is
given by

2nm
BW = ———
Zrkl'.—.l tck
_ 2nm
T (2n+1)n-in(n+1)
_ am
T 3n+1

where 1., is computation time of G-nodes in the k-th row of the G-graph. Under the conditions
described above, linear and two-dimensional arrays have the same /O bandwidth from the host.

4.6 Comparison of arrays for partitioned Faddeev algorithm

We compare now the characteristics of the arrays for the Faddeev algorithm in partitioned mode
presented in previous sub-sections. We use the same performance measures to compare these arrays
as the ones used for fixed-size cases, plus overhead due to partitioning.

Utilization of arrays is computed in the same manner as in fixed-size problems, namely as
number of nodes in the dependence graph divided by m/T, where T is throughput. As stated in
Section 3.3, the number of nodes in the dependence graph is %n:‘ — 5. Throughput is determined by
the computation time of the busiest cell in the array. Such information is obtained from mapping
the G-graph onto the target array. In the following subsections, we present the derivation of the
corresponding expressions for the different arrays.
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Linear array

When scheduling the G—graph shown in Figure 11 for execution in a linear array with m cells,
the first horizontal sub-path of the graph is mapped in 2n/m sets. Each G-node in this sub—path
consists of 2n operations. The second horizontal sub-path is mapped in [(2n — 1)/m] sets because
the length of the sub-path is shorter, and each G-node consists of 2n — 1 operations. This pattern
repeats for all horizontal sub-paths and the last one is mapped in [(n + 1)/m] sets. Therefore, the
array is used for

:.Z;; [2"; i] (2n - i) = Té [(fn—” - k) r;Z_Ol(Zn o km)]
7:'_1 n m—1 )
= 3 (%n- - k) [(212 — km)m - ;ﬂ e]

= Z?: [mzzz——m—(—m_—l)z] z=2—n—k

p=2 4] 2 m
28n3 — 9n?(m - 1)
e~ 5 [ops]
and throughput is
12m -1
Tlinear = 2813 — 9n2(m _ 1) [ops]
Utilization is given by
3 nodes in(7n? - 1)
Utinear = T =
m/ m (12m [28n3 — 9n?(m — 1)])

28n? - ¢
28n? — 9n(m — 1)

Therefore, for large n, utilization tends to 1 and throughput tends to %ﬁ‘;

Square array

In the square array proposed here, G—sets are scheduled as square blocks of \/m by /T nodes.
Therefore, the first /m horizontal sub—paths of the G-graph are mapped to the cells in 2n/ /1 sers.
Computation time of these sets is given by the computation time of nodes in the first horizontal
sub-path, which consist of 2n operations. The next \/m horizontal sub-paths are mapped to the
array in (2n — /m)//m sets, because the length of these sub—paths is shorter than previous ones.
Computing these sets requires 2n — \/m operations. The remaining horizontal sub—paths follow a
similar pattern, so that the array is used for

il

Z( "/—)(zn _iy/m) Z(Zn — iy/m)?

=0 l-'-O
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z-_-vnm-f-l
7 n3
= Im [ops]

where p = n/\/m is the number of rows of \/m by \/m sets of G-nodes needed to cover the entire
G-graph. Throughput is

3m -
Taquare = ?TF [OpS} '
and utilization is given by
u _ Ynodes _ in(7n?-1)
square — -
m/T m ((7n3))
_ nd —n
B n3

Therefore, for large n, utilization tends to 1 and throughput tends to %ﬁ‘g

Nash et al. array

Nash et al. [17] use a square array to map their bi-trapezoidal model. They map each of the trape-
zoidal sub-graphs independently, so that they require certain overhead in unloading/loading and
skewing/de-skewing data. Since such overhead has not been reported quantitatively, we compute
the throughput of their scheme ignoring such overhead. Consequently, this is an upper bound of
what is achievable with their implementation.

Computing how long their array is used can be decomposed into computing how long each of
the trapezoidal sub-graphs uses the array, as follows (where p = n//m):

¢ Triangularizing matrix 4 and transforming matrix B (i.e., executing the first trapezoidal
sub—graph). In such sub-graph there are as many nodes as in the trapezoidal graph mapped
onto the square array discussed above, but the computation time of each node is shorter.
Consequently, execution of these G—sets takes

E2n—i‘/ﬁ(n—i\/ﬁ) _ 5n3+6n;\/7.rﬁ+nm

1=0 v 1T m

¢ Annulling matrix C (i.e., executing the triangular portion of the second trapezoidal sub-
graph). Execution of these G-sets takes

Pl n—iym n3 + nt/m
(A - T

¢ Updating matrix D (i.e., executing the rectangular portion of the second trapezoidal sub-
graph). Such operation takes

1=0



These three terms together with an extra term accounting for overhead in data transfers give
the throughput of this implementation as

6ém

TiNas -1
Nash 14n3 + 9n2\/m + nm + 6m(OVHD) [ops]
Utilization is given by
o _ Y nodes 14n% — 2
Nash = m/T 14n® 4+ 9n2/m + nm + 6m(OVHD)

Consequently, Nash et al. implementation has the same throughput as the square array proposed
above if there is no overhead in data transfers. In practice, such throughput and utilization of the
array are lower. In addition, their scheme exhibits complexity in the control required to perform
those data transfers into and out of the array. I/O bandwidth of Nash et al, scheme is higher than
the square array above, because of the loading/unloading of data.

De Groot et al. partitioned scheme

De Groot et al. [19] evaluate their partitioning scheme and array considering that data communi-
cation is ten times slower than performing a single operation in a cell. This is a consequence of
their implementation, an hypercube with transputers as nodes. In addition, they use completion
time as performance measure. Although completion time is an important parameter for certain
applications, we believe that throughput in an array is more important so we use the latter for our
evaluation.

De Groot’s scheme consists of a trapezoidal structure with (3P? + P)/2 cells, where P is the
dimension of the square and triangular portions of their array. To compare such array with the
ones derived here, we express P in terms of m, that is in terms of the number of cells in our arrays.
Thus (3P? + P)/2 = m leads us to P = 1[/24m + 1 - 1]. The trapezoidal model describing the
algorithm is partitioned into blocks of adjacent nodes and each block is mapped onto a single cell.
Consequently, in the square portion of the trapezoidal model such blocks have (n/P) vertical sub-
paths with (n/P) nodes in each sub—path. Throughput of their implementation is given by the
computation time of the first row of cells in the array, since those cells have the most operations
to compute. Such cells perform 2n + (2n — 1)+ - + (2n — 3 + 1) operations for each of the (n/P)
vertical sub—paths. Thus, computation time of the cells is

n n
leell = -};[2n+(2n—1)++(2n_ﬁ+1)
n/FP
= = (2?1——-{-1)
P
n 2n n
= -_-ﬁ 3 z z=2n—F+;
=n~g+1
ny? 1 3
= 2n (';6 -—5(?) [ops]
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Replacing the value of P computed above, we obtain

. 36n° B 54n3
cell 12m —VZAmF 141 (12Zm—veam+ 1+ L)(vadm £1- 1)
_ 18n3 o 3 }
12m — v24m £ 1+ 1 V2am 11— 1
36n°
~ [ops]

12m - /24m + 141
so that throughput is

12m - +/24m+ 141

TDeGroot = 3673 [ops]_l
and utilization becomes
UbeGroot = ZHOdES = %n(Tnz _ 1)

N/T m (o)
_ (P -1))(12m - 2am T 1+ 1)
N 108n?m
_ 84n?m—12m+(7Tn? — 1)1 — /24m + 1)
- 108n2m

Therefore, for large n, utilization tends only to 7/9 and throughput tends to %n%-

The results above are summarized in Table 2. We haven’t completed the entries in the table
for Nash et al. array, because the overhead in loading/skewing data has not been reported quan-
titatively. Furthermore, we have not included I/O bandwidth for De Groot et el. scheme, because
of their approach towards data transfer. From this table we infer that, for large n, both our linear
and square arrays tend to the same throughput (i.e., %%’}) and optimal utilization. In addition,
both exhibit the same I/O bandwidth from the host. These linear and square arrays have better
performance measures than the array proposed by De Groot et al. and do not exhibit the overhead
required in the scheme proposed by Nash et al.

In addition to the performance measures described above, a linear array is more advantageous
than a two—dimensional one because:

e it is simpler to implement

e for a finite value of n it has slightly higher utilization than the two-dimensional structure

e it is better suited to incorporate fault-tolerant capabilities (i.e., it’s easier to skip a faulty
cell in a linear array than to reconfigure a two—dimensional structure)

Consequently, we conclude that for partitioned execution of the Faddeev algorithm, a linear
array offers better performance and implementation than a two-dimensional array.

5 Conclusions

We have presented the application of a graph-based methodology to derive arrays for computing
the Faddeev algorithm, for fixed-size and partitioned problems. We have derived linear and two-
dimensional implementations for such algorithm, and we have compared these arrays with other
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Table 2: Performance measures for partitioned implementations with m cells

Array Throughput I/0 Utilization Overhead
[1/ops] BW
H 12 4m 28n2-1
Linear 28n5—9nm! (m—1) 3n+1 28n% —9n{m—1) -1 none
Square 20 3:T1 7’;3"‘" -1 none
12m—+/2dmi1+1 2 -1)(12m~+/TdmF1+1 2
De Groot L%n:— — (21N Zooymtltl) | o(n?)
—7/9 storage
6m 4m 14n? -2 :
Nash 14n3 4902 /m+nm+6m(ovhd) | 3n+1 +ovhd 14n° $9n% /m+nm+6m (ovhd) loadmg,
skewing

schemes previously proposed in the literature. The evaluation used performance measures such as
number of processing elements (PEs), throughput, I/O bandwidth, utilization of PEs and overhead
due to partitioning.

Our results show that, for fixed-size problems, throughput reaches 2 /(3n? — n + 2} in a linear
array with 2n cells and n — 1 storage locations per cell. Other linear schemes proposed here achieve
throughput 2/(3n%4-n) also with 2n cells but no storage requirements in each cell. Two—dimensional
schemes reach throughput {2n)~! or n~! with 2n and 4n cells respectively. Utilization of all these
arrays tends to 7/9. One of the two-dimensional schemes presented here corresponds to the one
proposed in [15].

For partitioned problems, we mapped the algorithm onto linear and two-dimensional structures.
We derived a two-dimensional scheme that is more efficient and has less overhead than other arrays
previously proposed. We have shown that throughput of our partitioned implementation, both
linear and two-dimensional, tends to (3m)/(7n3), where m is the number of cells. Moreover, we
have shown that both linear and two-dimensional structures have the same I/0O bandwidth from
the host, namely (4m)/(3n + 1) [words/ops).

We have shown that performance measures of partitioned implementations of the Faddeev al-
gorithm are the same for both linear and two-dimensional arrays, but linear schemes are simpler
and better suited to incorporate fault—tolerant properties. Consequently, we concluded that. for
partitioned execution of the Faddeev algorithm, a linear array offers better performance and im-
plementation than a two—dimensional array.
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