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ABSTRACT OF THE DISSERTATION

Cl;#.racteﬁzation of Intermodule Communications and
Heuristic Task Allocation for Distributed Real-Time Systems
by
Lance Miﬁ-Tsung Lan
Doctor of Philosophy in Computer Science
University of California, Los Angeles, 1985

Professor Wesley W. Chu, Chair

Distributed processing ha;'. the potential for providing lower cost,
better response time, and Higher availability than centralized processing. In a
distributed real-time system, a fixed set of application program modules reside
permanently on a set of computers (or, processors). Module executions are
invoked by a stream of external stimuli (arrivals). A key work in the design
of distributed real-time systems is task allocation (module assignment) —
assigning the program modules onto the set of computers such that the
processing of each stimulus (event) can be finished within a prescribed time

limit.



The three important parameters in task allocation are intermodule
communication (IMC), accumulative execution time (AET) of each module,
and precedence relations (PR} among program modules. IMC is the
communication between program modules through shared files. When a
module on a ;:omﬁuter writes to or reads from a shared file on another
computer, IMC results in IPC (interprocessor communication), an overhead to
the processor load. Therefore, a task-allocation algorithm should try to
minimize IPC by assigning a pair of heavily communicating modules to the
same computer. On the other hand, AET always contributes to processor

load; its contribution is independent of task allocation. Constructing a

simulator to measure the IMC®and AET is time-consuming. A mode! is

therefore developed to estimate these values, based on the control-and-data-
flow graph and branching probability. Estimated results for a space-defense
application match closely with the measured values obtained from a simulator

of this application.

A program module can not be enabled before all its predecessor(s)
finish execution; this relation is called the precedence relation (PR).
Analytical results indicate ‘that the size ratio of two consecutive modules
plays an important role in task allocation. Generally if the execution time of
the second module is much larger than the first one, then assigning these 2

modules to a same computer is beneficial to response time.



Given J modules and § computers, there a.r:;" module assignments.
It is not feasible to enumerate through all these assignments to find the
optimal assignment when § and J are large. A heuristic algorithm is proposed
to find sub-optimal assignments, based on the concept of minimum bottleneck,

using IMC and AET data and PR rules. Simulation results indicate that the

algorithm generates good assignments.



CHAPTER 1
INTRODUCTION

©
X X
t

1.1 WHY DISTRIBUTED PROCESSING

wh

Although the computer speed has increased several orders of
magnitude during the last 30 years, user demand for computing power is
increae;ing more quickly. In the early '50s, it was estimated that 50 IBM
Corp. model 704 main{rames would satisfy the computational requirements of
the U.S. [MALL82]. By the end of that decade, everf sizable business
establishment, college, and government agency had at least one computer.
Nowadays, the demand for computation is still chaﬁenging the computer

architects.

One example is a real-time computer system embedded in a space-
defense radar system where the computer must process the data stream
returned from a continuously scanning radar in real time. Besides real-time
applications, computer speedup is desired in applications of lengthy,
repetitive nature. The quality of computational results in areas such as
meteorology, cryptography, image processing, and somar aad radar

surveillance is proportional to the amount of computation performed.



For example, in the VLSI automatic testing, every chip produced by a
_semiconductor manufacturer should be tested extemsively. A speedup for
testing a chip would increase the production volume and/or reduce the use of
testing machines and technicians. Another example is in VLSI design
automation where simulating a 10%instruction sequence requires 49 minutes-
of CPU time and.: simulating a 10‘-in§:tmction sequence requires 250 hours I'
[BLANS4]. If vﬁe can speed up the simulator, the product design cycle will be
significantly shortened because many simulation runs are usually necessary

before a chip design is finalized.

Many applications require speed capability not achievable with a single

computer (or processor). ! The two obvious approaches to this problem are
faster cireuits and distributed data processing (DDP). This thesis deals with -
DDP which provides for simultaneous execution of multiple program modules
of a task. In DDP, all processors should be equal (i.e., no master/slave
relations) and each can access any network resource without the interference
from centralized controllers. If properly applied, DDP can be a much cheaper
technique than a single high-speed computer. Hundreds of microprocessors
can be interconnected to provide a processing entity that outperforms the

cost/performance ratio of a supermainframe.

1 "Computer” and "processor” are used interchangeably in this dissertation.



1.2 TASK ALLOCATION

Task partitioning and task allocation are two major steps in the design
of distributed processing systems [CHUS0]. If these steps are not done
properly, an increase in the number of computers in a DDP system may
actually result in a delc‘i'ease of the total throughput?'..' This is the w:.felﬁl-known
saturation effect. In this dissertation, we assume the software sys£em for a
DDP application has been well partitioned into a set of program modules (or,
subroutines). We then .;.'.tudy how to properly allocate (assign) these modules
onto the multiple computers of the DDP system in order to realize the
benefits of DDP. (In this dissertation, "task allocation” and "module

assignment” are used interchangeably for step 2.)

 The three important parameters for task allocation are intermodule
communi;:ation (IMC), accumulative execution time {AET) of each module,
and precedence relati?ns (PR) among program modules. IMC. is the
commurication between progi'am modules through shared files. When a
module on a computer writes to or reads from a shared file on another
compauter, it requires extra processing and communication overhead which we
shall refer to as IPC (interprocessor communication). A task-allocation
algorithm should try to minimize IPC by assigning a pair of heavily
communicating modules to the same computer. The AET contribution to
processor load is independent of task allocation. Finally, the precedence

relation specifies that a program module can not be enabled before all its
3



predecessor(s) finish execution. Analytical and experimental results indicate
that the module-size ratio between two consecutive program modules plays an

important role in task allocation.

1.3 BACKGROUND AND-RELATED WORKS

Existing module-assignment methods can be divided into four
categories: queueing model approach, graph theoretic approach, integer 0-1
programming approach, and heuristic approach. Existing queueing models do

not consider IMC and therefore do not provide good assignments.

1.3.1 Graph Theoretic Approach

In general, this approach can handle only 2-processor module
assignment problems. Each module is represented by a node in a weighted
graph where positive numbers assigned to the nodes represent the expected
cost of each module due to its execution. IMC cost between each pair of
modules is fepraented by the weight of a nondirected arc connecting the two
nodes [JENN77, STON77, STON78, RAO79, BOKHT79, CHOUS2|. The arc
weight then becomes the interprocessor communicat::on (IPC) if the pair of
modules are not coresident on. a processor. Any pair of coresident modules is
assumed to have zero IPC cost. An additional node is also provided for each
processor; an arc between a module node and one of the two processor nodes

represents the processing cost of running the module on the other processor.



The module assignment strategy in this model is to minimize total cost,
defined as the sum of processing cost and IPC cost. In order to represent the
assignment of modules to processors an assignment matrix X is defined such

that

1 if module M; is assigned Processor s

Zis = | 0 otherwise

Processing cost is given by the @ matrix,
Q@ = {q,-,}, i=1,...J, s=1,...§

where J is the total number of modules, S is the number of processors (sites)
in the system, and ¢;, represents the processing cost for module M; on
Processor s. A value of infinity, ¢; = %, implies that module M; cannot be

executed at Processor ».

Let v;; represent the IMC volume between M; and M;. The total cost
for processing a given task can then be expressed as an objective function of
the assignment X.

Cost(X) = g E{M.. + 2 va.-fz,-.z,z}

t®e 5 <i (1-1)

The first term of eq. (1-1) represents the processing cost for each module on
its assigned processor. The second term represents the IPC cost between

non-coresident modules. The normalization constant w is used to scale
. . 5



processing cost and IPC cost to account for any differences in measuring
upits. The minimum-cost module assignment is obtained by performing a

min-cut algorithm on the graph [HARAS9).

While this method is \‘conceptually simple, it has several limitations.
First, an extension of the ﬁiljn-cut algorithm to an arbitrary number of
processors quickly becomes computationally intractable. An extension to four
or more processors has been proposed for cases where the IMC pattern can be
constrainted to be a tree [STONT7S]. Second, a weighted graph represents
only the data flow; it does not show the control flow (the precedence
relationship) among the modules of a task. The min-cut algorithm does not
consider the precedence relationéhip. Third, the method assumes ;)ne-time
exet;'.ution of modules. But, in almost all real-time systems, program modules
reside in the systems during entire mission time and a module is invoked (i.e.,
enabled) to execute by each occurrence of certain type(s) of events, e.g. the
completion of a preceding module in the control flow or an arrival of a radar

search return.
1.3.2 Integer 0-1 Programming Approach

This method stems {rom the file allocation problem where the model is
formulated as an optimization problem and is solved via 8 mathematical
programming technique [CHU69, CHU80, MAS2]. As with the graph theoretic

approach, the goal is to achieve optimal system performance by minimizing

8



the total cost defined in eq. (1-1) over the module assignment X. In addition,
the minimization is done subject to some constraints which may be imposed
by a given environment or the design specifications. For example, a limited-

memory constraint is represented by

ez, SR, s=1,...5
2

where s; reprééﬁts the amount of memory storage required by module M; and
R, represents the memory capacity at Processor s. Load balancing can also

be achieved through imposition of constraints.

The integer 0;1 programming approach can handle any number of
processors. However, it is time-consuming to optimize the performance for a
. system with a large number of processors and modules. And it is rather
complex to express the precedence relationship and its effect on task raponse'

time analytically.
1.3.3 Heuristic Approach

Gylys and Edwards proposed a heuristic algorithm for module
clustering [GYLY78, EFES2]. The process of assigning two modules to the
same processor is called fusion. The algorithm searches for a pair of modules
with the largest IMC and checks to see whether the fusion of these two
modules satisfies the real-time and memory constraints. If it does, that p‘air is

fused. Otherwise, the pair with the next largest IMC is chosen as a possible



candidate. The fusing process continues until all eligible pairs are examined.
Although simple and fast, this approach again sssumes one-time execution of

modules. And, it does not consider precedence relationship.

After examining the above approaches, we are motivated to develop a.

heuristic algorithm that can remedy their shortcomings.

1.4 OUTLINE OF DISSERTATION

To provide a testbed for testing our theories and model analysis, we
use a simulator that simulates a BMD (Ballistic Missile Defense) application
— a distributed procésing_system for a defense unit to process the radar
returns (input scenario). This BMD application (Distributed Processing
Architecture Design - DPAD) and its simulator are presented briefly in
Appendix A. Our UCLA DPAD Simulator is a m;)diﬁed version of the one
originally developed by TRW/Redondo Beach, and we have made several
enhancements (see Appendix B) for performance measurements, statistics

gathering, data reduction, curve plotting, and reduced simulation time.

Since IMC and AET dramatically impacts the performance of
distributed systems, a methodology is proposed to measure and present their
values over the time (Chapter 2). IMC for file-update traffic and AET of the
DPAD are presented as an example. From the iﬁsights obtained with our
IMC measurements and other data from the simulation, an analytical model is

constructed in Chapter 3 to estimate the IMC in a distributed processing
8



system. This model is then applied to the example DPAD system. The

results show that the model provides good estimation.

Next, we present an objective function for task allocation that

‘;_!';exprmsa the processor load of a bottleneck proc_eaabr in terms. of IMC and

' AET (Chapter.4). The basic idea is to find a task-allocation algorithm that

assigns the modules to processors such that the load of the bottlemeck
processor is minimized. To avoid the enumeration of a huge number of
possible module assignments, a heuristic algorithm based on the objective
function -is proposed and shown to generate good assignments. Chapter 5
discusses the relationship between the precedence relation (PR) and task
allocation. PR specifies that a progré;n module can not be enabled before all
its relevant preceding module{s) finish 'their execution. Simulation and

analytical results indicate that the size ratio of two consecutive modules plays

‘an important role in task allocation. Task response time can be reduced by

properly allocating the PR-related modules. An improved heuristic algorithm
for task allocation is presented based on PR, IMC, and AET. The algorithm
considering PR is applied to both. the DPAD system and another distributed
system example. It yields better response time than the algorithm which does
pot consider PR. Finally, the conclusions and areas of future research are

given in Chapter 8.



CHAPTER 2
MEASUREMENTS OF IMC '

Communication between program modules is ca;lled intermodule
communication (IMC). When two fnodules are assigned to different
computers, their IMC creates interprocessor communication (IPC), thereby
requiring both the sending and receiving computers to execute instructions for
I/O processing. If the modules reside on -the same computer, no IPC is
incurred. In general, IPC should be nmm:nzed to reduce the CPU cycles

spent on I/O, thus improving the response time and throughput [CHUSO0J.

Since the total volume (words) of module-enablement messages is
normally mu<_:h smaller than the fileeupdate messages, we consider only the
IMC volume between each pair of modules. Here, we report the IMC
measurements and characterize the IMC in terms of how it varies with time,

number of objects, task threads, and module pairs.

3.1 MODULE EXECUTION FREQUENCY AND IMC PER EXECUTION

A program module is enabled every time a predefined event occurs, e.g.
Mo is enabled by each radar return while My is enabled whenever both M

and M; finish their execution. Therefore, a module could execute muitiple

10



number of times during a time interval. The IMC volume from a sending

module M; to a receiving module M;, for the time interval from #; to #,,4,

Viftiti+y), has two components: !

1. The number of times the sending module executes during the interval,

" Nftutier)

2. The average message volume sent to module M; per ezecution of M; during

the interval, U;}(ti,t‘.;.l).

Thus, we have

Viltutier) = N{titiay) * ”.",'( totaer)

Regarding the number of module executions, Figures 2-1 and 2-2 plot
N{t,,ts+1) (tx+1-t, = 100 ms) for modules M; and Mg, respectively. (The
vertical lines indicate 90% confidence intervals which are discussed in Section

2.3.) Both Figures 2-1 and 2-2 were obtained from DPAD simulations of a

three-computer distributed system for a scenario with 40 objects. 2 Figure 2-3
presents N{t,,t,+,) for all twenty-three modules in the DPAD for the same

scenario.

1 p is simply an integer index; we reserve f and j for indexing other items in
this thesis.

2 IMC does not change significantly with module assignment or the number of
computers. See Section 2.9.
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Module M, is executed once for each radar return except thdse
SEARCH returns with no detection. So, Figure 2-1 reflects offered load:
loading increases as more objects are detected and loading decreases when no
more object detections occur (about 2 seconds after the first detection).
Flgure 2-2 shows a sum.la.r trend for My but with fewer ‘module executions.
This is because only Precision-Tracking radar returns mvoke Mg (see Figures
A-4 and A-7) while SEARCH returns with detection, VERIFY returns,
Coarse-Tracking returns, and DISCRI (discrimination) returns passed down

from M, would invoke other modules (M,, M,, or the pair M4 & Miq).

Table 2-1 shows the IMC between the module pairs, measured in words
sent per ezecution of the sending m.odule. A blank entry in this matrix means
that no ﬁmage words are sent out from the sending module. In mest cases,
a module execution results in sending a constant number of words to 6ther
modules, so v,-}(t;,t,,....l) simplifies to v . For example, a module M, execution
always causes 13 words to be sent to Mj (10 words for file updates and 3
words for message header). However, there are cases in which v is not a

constant (e.g. vitﬁ). In these cases, the matrix entry has two numbers.
2.2 IMC VsS. TIME

In our simulation, we measured IMC in 100 ms intervals for each pair
of modules. Figure 2-4 shows the IMC for the file updates sent by module M;

to Mg. (This result is obtained from the same simulation which generated the

15
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curves in Figures 2-1 and 2-2.) Note that the activities of M increase from
tactical time 0 (when the system is empty) to a peak point at about 2 seconds
(when all objects in the scenario move out of the surveillance area). This

curve can be divided into three phases:

1. Initial phase. Objects are initially detected and kept in track, and thus the
image arrival raie is greater than the image drop rate, where the image
arrival rate is defined as the rate at which images are changed from
TRACKI (track-initiate) stage into TRACK (precision tracking) stage,
and the image drop rate is defined as tﬁe rate at which TRACK images
are dropped from further tracking due to image redundancy or image’s

not being classified as-one of the top five threats.

2. Steady phase. After 1.2 seconds, fewer objects are detected {about 2 or 3
every 100 ms) and the image arrival rate is almost equal to the drop

rate.

3. Trailing phase. After 2 s, no images arrive but many are dropped.

Two dips appear in the steady phase because the image drop rate is slightly
higher than the image arrival rate during those two short periods. Clearly,

the curve shape is highly scenario-dependent.

18



The curve in Figure 2-4 is similar ! to the one in Figure 2-2 which
shows the number of enablements for Mg, because U;'g is a constant, 23

words, most of the time (See Figure 5-3).
2.3 EFFECT OF SIMULATOR MDOMNESS ON IMC

In the UCLA DPAD simﬁlat.or, random numbers are used in
determining events, such as
Cross Tr;ﬁc Rejection
Impact Point Prediction
Known Object Recognition
Redundant 'frack Elimination
Passive Object Discrimination
We have enhanced the simuia.tor to permit multiple runs, each with a
different starting seed for the random number generator. Figure 2-5 shows

five curves as the results of five such replication runs.

Since IMC varies with cross traffic rejection, impact point prediction,
ete., we are interested in the mean IMC and the associated 90% confidence
interval (C.L). This confidence-interval approach will be used for all of the

measurements in this study, e.g., the number of module enablements

1 The difference in curve shapes results mainly from the time lapse between
the instant that module M is enabled and the instant that this enablement’s
execution is finished and messages are sent. That is, an enablement may be
counted in a 100 ms interval, but its execution is finished and the IMC
incurred and counted in the next 100 ms interval.

19
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presented previously in Section 2.1 and the port-to-port times presented in
Section 2.1. Figure 2-6 shows the‘ means and confidence intervals, for the five

curves in Figure 2-5.

. Many C.L's in Figure 2-8 are quite large. Since this mean IMC curve
for_'5:‘;replication runs is not precise enough, 10 replications Were perfo_rmed as

shown in Figure 2-7. Comparing Figure 2-7 with Figure 2-6, we note that the

width of the C.L's have been reduced almost by 50%. !

3.4 IMC FOR VARIOUS TASK THREADS

- Where there is an image d_etected, first there is' processing in the
Search/Verify (S/V) thread and then in the Coarse-Tracking thread (See
Figures A-4 and A-7). For both of these threads, activity d_rops very quiekly
whlen there is no new image arrival, i.e., it is sensitive to image' arrivals. That
is why the plot of IMC between modules 2 and 3 over time, IMC(02,03), for

the S/V thread shows a saw-toothed shape (Figure 2-8).

On the other hand, the activity for Precision-Tracking thread rises
steadily (as shown in Figure 2-4) because a detected image is held in this
thread until dropped by redundant track elimination or passive object
diserimination. At about 1.2 s of the tactical time, activity reaches a constant

level. And then, at about 2 s when all objects leave the surveillance area, the

1 The confidence intervals for 15 replication runs were also derived, but they
showed only slight improvement over the 10-run resuits.
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activity level enters the trailing phase.

2.5 EFFECT OF NUMBER OF OBJECTS ON IMC

Figure 2-9 shows how the IMC changes with number of objects in the

scenario. In general, the increas:ing number of objects increases IMC !
because the larger object population results in more activity for each

processing thread and, thus, more shé.red-ﬁle updates.

Let us examine the region between 2 and 3 tactical seconds. In our
experiment simulating three computers, each running at 1.5 MIPS rate, the
40-object runs generate heavy load on the computers. Thus, one or more of
these computers are oécasionally saturated during that period, and certain
module enablements are discarded because of the enablement queue overflow.
Therefore, some activities are eliminated undesirably and the measured IMC
are smaller than they should be. (The measurement for 40 objects is
somewhat inaccurate during that period). On the other hand, the 30,l 20, 10,
and O-object runs do not saturate any computer’s load. As a result, the IMC

for 40 objects are smaller than that for 30 and 20 objects during that period.

Since we already had a feeling about the statistical variation of the
IMC for ten replication runs, only sample means of IMC will be presented for

the rest of IMC discussions; the confidence intervals will not be shown.

! One exception in the simulation is the IMC transferred from module M3 to
M,,. See the last paragraph of this section.
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Figure 2-10 shows the IMC for another communicating path, from Mg
to M,. This IMC(08,08) is similar to IMC(08,09) as shown in Figure 2-9, but
the ratio of their IMC sizes is about 5:1. We now briefly explain this

. similarity and the scale difference.

Modﬁle Mg processes a precision track radar return and updates a.
record (20 words lon-g) in the OBJSTV file (Object State Vectors). It then
distributes that updated record to modules Mg, Mo, Mys, My, Mz, M;q, and
Mz, Almost every time it updates OBISTV, it a.lso updates a record (100
words long) in file COVMTX (Covariance Matrix) and distributes the updated
r§cord to Modules My, Myq, and M,s. Therefore,

IMC(08,08) - IMC(08,10) = IMC(08,18)

and _
IMC(08,09) = IMC(08,17) = IMC(08,19) = IMC(08,20)
. as we have observed; the symbol * =" here means that two corresponding

figures are identical. (See Figure 2-11 in the next section).

Since those OBJSTV updates distributed to Module M; (ie,
IMC(08,09) ) are also distributed to M,, Mo, and M,s IMC(08,06) should
have been 6 times (100+20 to 20) as large as IMC(08,09). However, there are
some occasions when OBJSTV records are updated and no COVMTX update
follows. This explains why the scale ratio of the above two figures is about

5:1 instead of 6:1.
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Although IMC increases in gemeral with the number of objects,
IMC(13,14) is an exception. This IMC remains constant when the number of
objects is varied. This is due to the fact that 50 radar scheduling commands
(# constant a._mount of messages) are sent to Ml; for each module 13
ngecution, which occurs eve;ry 5 ms. Th:s'radar schedt_xli.né rate does not

rcha.nge with the number of objects. -
2.8 DOMINATING IMC

In the last section, we noticed the large difference between IMC(08,08)
and IMC{(08,09). This motivated us to compare the relative IMC sizes among
all module pairs. All those pairs with non-zero IMC are shown in Figure 2-11,
where they are all plotted on the same scale to reveal the relative magnitude.
These are the average IMC obtained from ten replications (see Section 2.3).
The IMC;; varies with module pair and time. For example, IMCy4 is quite
large during 1 to 2 seconds, IMCyz is always.small, and IMCyy, is always
large. This figure discloses those pairs of communicatiné modules with
dominating IMC. The dominating pairs are:

(13,14)

(08,08), (08,10), (08,16)
(22,01), (22,02), (22,04), (22,08)
(14,23)

(14,13)

(08,09), (08,17), (08,19), (08,20)
29
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If we enlarge all these small figures, we can see that, just like the
IMC(13,14) described before, IMC(14,13) is constant independent of the time.
This is again due to the constant rate of radar command scheduling. IMC for
“all other module pairs varies with the time, (e.g. see the IMC(08,09) and

IMC(02,d3) shown before). : “i!‘

2.7 ALTERNATIVE REPRESENTATION OF IMC

Since the measured IMC is caused by file updates, there is an
alternative way to present the IMC — IMC between a module and a file it
writes (updates) or reads. The IMC from a module to a file it writes is
referred to as Module’-to-Filg IMC, or M-F IMC. The IMC from a file to a
module which reads the file is referred to as File-to-Module IMC, or F-M IMC.

There is no F-M IMC in the DPAD system because its modules only
read local file copies. Fig;ure 2-12 displays the average M-F IMC for the
DPAD for the same ten replications that generate Figure 2-11. Each plot
V(ik) gives the IMC size produced by module M; in order to update file F.
Note that only twenty-six (26) V(i,k)'s are non-zero and thus shown here.

Again, they are all plotted on the same scale to reveal the relative magnitude.

2.8 ACCUMULATIVE EXECUTION TIME

As stated in Section 2.1, a program module M; might be executed

multiple number of times during a time interval (¢,44+,). For each time of its
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execution, its execution time (ET) contributes to the CPU load. An
important piece of information which can be measured from the DPAD
simulator is the accgmulat:’ve load caused by M; due to its multiple times of
exe.cution during a time interval. Let us call it accumulative ezecution time
(AET) for M, .dehoted as ﬂ{t‘,t“l).f’ﬂ”.Both the average ET and AET can be
expresséd in machine language instructions (MLI) executed. Although the
execution time of one mﬁchine—language instruction varies from instruction to
instruction, we can find the mean instruction execution time given the mix
ratios for various different instructions. Our measurement results are given in

Figure 2-13 where each plot T(i) shows the module AET T{t,,,+ 100ms) for

module M; during all 100 ms intervals.

2.9 EFFE.CT OF MODULE ASSIGNMENT ON MEASUREMENTS

In general, IMC and AET change with diﬂ'erent module assignments.
However, our study shows that the number of module executions, IMC, and
AET are all almost independent of module assignments if a fized offered load
is input to the distributed system. For example, Figure 2-14 shows the
number of times module Mj executes duriﬁg 100 ms intervals under a scenario
with 40 objects in the DPAD simulation; Figure 2-15 displays the AET for Mg
during the intervals; and Figure 2-16 exhibits the IMC from Ma to M,
measured from the DPAD simulation. In each figure, five curves represent
five different module assignments. Note that the five curves are so Vclose to

each other. This is a very important observation which makes the module
35
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o~
assighment problem a lot easier.

2.10 CONCLUSIONS

A method for presenting both the IMC and AET has been shown in
this chapter. We found that béth IMC apd AET vary with time, number of
objects in the scenario, task threads, and module pairs. Hox;lever, :;the
measurements indicate that IMC and AET exhibit almost no variation with
various module assignments. Both 'IMC and AET data are important

parameters for module assignments.

Using simulation experiments to characterize IMC is quite time-
consuming. Thus, we have developed an analytical model in the next chapter
to "estimate IMC based on the data volume sent per execution instance,

branching probabilities for control flow, and number of objects.



CHAPTER 3
ANALYTICAL MODEL FOR IMC ESTIMATION . o
S N S i

A Ny

This chapter presents an a._n:alytical model for IMC estimation, which jis
developed to a.voici the time-consuﬁﬁng coding and running of simulation-
experiments. A distributed applica.tibn consists of J program modules M,
Ms,, ..., My on S computers. Graph models have been developed [BAERSS] to
study vaﬁous aspects of computer systems and other more general systems.
Figure 3-1 is the same as Figure A-8; it shows a portion of the control-and-
data-low graph of the DPAD system. The granularity ?f modules is at the
subroutine level rather than thé' instruction level as is being used in data flow
machines [TRELS2]. A control-and-data-flow graph is a control flow graph
superimposed by files and the associated data flow between modules and files.
The graph has an entry pointrand a t&mination point [CHUSO]. Each square
box represents a computational module, and each directed arc represents the
precedence relationship between the two connected modules. The sequence of |
module execution is referred to as the control flow. Module M; causes M, to
follow it by sending an enablement to M,’s computer which is referred to as

'MJ- enables M,". Data flow is represented by broken lines and consists of

reads and writes by modules to the set of K shared data files F|, Fy, ..., Fg.
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Modules communicate through shared files and module enablements; such

communication is referred to as Intermodule communication (IMC).

Our model for estimating the IMC between each communicating pair of
modules is presented in Sections 3.1 and 3.2 where it is assumed that 1) the
distributed program has been partitioned, in terms of functions, into a set of
modules, 2) the function of each module is fully specified, and 3) the files used
by each module are known. Section 3.1 develops a methodology to estimate
all key parameters in terms of number of module executions. Section 3.2
shows how to obtain the number of module executions for each module in the
control_flow. Next, in Section 3.3, this model is applied to the DPAD. The
estimated results are compared with those measurement results presented in
Chaf)ter 2, as a validation of the IMC and AET model. Finally, the IMC
incurred for control functions and system resource utilization in distributed

processing systerms are di‘scussed.

3.1 ESTIMATION OF KEY PARAMETERS

| Three types of IMC exist: Module-to-Module (M-M) for module
enablements, Module-to-File (M-F) for file updates (writes), aad File-to-
Module (F-M) for file reads (see Fig. 3-1). Here we estimate each for all
specified time intervals (fy,444+1)’s. The interval size, fy41-6y for the
estimation should be properly selected. Too short intervals prevent us from

observing the trend of workload changes while too long intervals are not
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sensitive enough to reveal the dynamic behavior.

For M-M IMC, the number of module M, enablements by AM; during

time interval (t‘,t*.q.l) is

N;'( tlstb-l- l)pj'l(E; t tl-l- 1)

where N{t;,t4+1) = number of times module M; ezecutes during (&, t44,),
referred to as ezecution frequency of M;
Pl E; ty,ti+1) = Drobability that an execution of M; enables M, ,
referred to as enabl?ment probability.

Thus, the M-M IMC volume from M; to M, is

Vil Eitytisy) = N{tytis1)pial Eitys tart)Lja( Eitastre) @)

where L, (E;t;,t441) = average number of words (enal;lement-messa.ge length)

sent from M; to M, when M; enables M,.

~ For M-F IMC, the number of updates to F), by M; is

N{tutie)oa{ Witibie)

where pu( Wity taey) = probability that an execution of M; updates file F} .

Therefore, the IMC message volume (number of words) sent from M; to Fy is

Va{ Wity tia) = Nitatiar )2l Wits biar ) L Wity tie) (>2)
32

where L Wity ti+y) = average number of words (record length) written per
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Similarly, the F-M message volume for read response sent from file F,

to M; is

ValRitutier) = Ni{tutiae)2a(Rititir)) Lin(Bity, th+1) 33)

where p;(R; t,,t,,.ﬂ) = proba.blhty that an execution of M reads file F} , and

Ly(Ritytyay) = average number of words M; rea.ds from F .

Finally, the sccumulative ezecution time (AET) for M; during (thtss1)

T{tutier) = Nititie))Z{t0tisr)
‘ (3-4)

. where z;{t,,t44+)) = average ezecution time (ET) of M; during (#;,44+). This
. time can be expressed in terms of machine-language instructions (MLI)

executed.

Sincé egs. (3-1) — (3-4) require values for N{¢;,t;+), we show how it

can be estimated in the nex_t section.

3.2 ESTIMATION OF N{t,,ti+)

To estimate Nf;,f1+1), We use only the control flow portion of the
graph. There are three basic types of control flows: sequential, conditional
branching (Exclusive OR), and parallel (AND). Loop control flow is a variant
of conditional branching because the control is conditionally branched back
to some previous point. Therefore, in this thesis, we assume control flow

graphs with no loops.
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Estimation for the execution frequency of module M; within (¢;,¢3+1),
N{ty,ti+1), requires knowledge of the enablement probabilities p;{E;¢;,¢4+1)
for all incident ares (i-f)'s from M;'s into M;. Enablement probabilities must

satisfy the following two conditions:

1. If more than one Exclusive-OR arc leaves M; , then every such arc i-m
has a.n enablemeﬁt probability p,-_(E;t,,t,‘:,.,) such  that

Do Eititiey) =1
m

2. If there are more than one AND arcs leaving M;, each arc i-m has
Pim Eitisti+s) = 1. Note that sequential flow is a special case of
Exclusive-OR flow (and AND flow) where only one arc leaves M; and

Piml Eitistis1) = 1.

A control low graph with no loops can be viewed as an acyelic directed
graph and hence has a partial ordering of modules where the relation "partial
order” is denoted as M; < M; when M; enables M; .We can use the
topological sorting algorithm [KNUT73] to embed the partial order of the J
modules into a linear order and rename these modules into My, My, ..., M;
such that whenever M; enables M;, i < j . Let the entry node be M, and
assume the number of entries into the control flow graph, Ny(f;,f4+)), is
given. To étima.te N{t),t4+1)'s, we consider the modules M;s in their
ordered sequence § == 1, 2, ..., J. Doing so eihsures that for each j, N{t;,ts+1)
is known if M; enables M;. I
46 |



1.

The following estimation rules are used:

If M; has only one incident are and this arc emits from M;, then .

Nitytysrr) = N{ti- By tanr- Ay)pi Bity- A tye-Ay) (25)

| |ﬁrhere the notation ""-=" indicates an approximate estimation, and A;is
I.?l'the average'Mr;o-M; enablement delay. An: enablement delay is the
duration starting from when M; completes its execution and enables M;
until when M; completes its execution. This includes the wait time of
M; in scheduling queue plus its own execution time. Normally the
module execution time is much smaller than the time interval (£341~t;).
(See the discussion on interval size at the beginning of Section 3.1.) If

the wait time is also small, then A;; is 'neg].ig'ible compared to (¢54,-t3)

and eq. (3-5) reduces to

Nfty,tier) = N{tutie ) pid Eitisban)
(3-8)

For example, if M, in Figure 3-1 executes 10 times within a time
interval, p,3(E) = 0.5, and A, 3 is negligible, then M executes 10 X

0.5 = 5 times within that same interval.

If multiple arcs (i-j)'s enter module AM; in the Exclusive-OR manner,

then

Ni{t,tyay) = 2 N{ty-Aj tae1 A5 i Bty Bty -55) @

Eq. (3-7) sums over all the modules M; which have an outgoing arc
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connected to module M; since any of these M's might enable M;. For
example, consider M;; in Figure 3-1 and assume 4;;3's are negligible.

Then

Nultuta+r) = Na(titae1) T Nelts taa1)p7 13 B) + Ny( 8 tar1)P4,13( E)

+ Nyg(thtis1)

If multiple ares (i-7)'s join at M; in the AND manner, M; cannot enter
the scheduling queue until all its predecessor modules M;s have

completed their execution. If such a wait time is negligible, then

Nftytisr) = any [Ndtatasrr) 2 Ertastisn)] a8

since all these predecessor modules enable M; the same number of
times. For example, for M; in Figure 3-1 we have Na(fyfi4)) =
Ny{ty,t4+1) %X 1.0 = Ng(t;,£,41)X1.0. If enablement delays are not small,
then from the predecessors M;'s we must d.eterm.ine the module M,

that finishes execution last and eq. (3-8) becomes

N{tytier) = Ny(i-8sj le1-8s))
(3-9)

To compute all the Nty ti+1)’s, we always start from the top of the

control flow graph, obtaining them in the topologically sorted sequence. Once

we know how to obtain all Nj{;,£i+1)'s, We can use eqgs. (3-1) — (3-4) to

estimate the desired IMC and AET profiles.
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In the estimation of IMC and module AET, some values may be
difficult to obtain, e.g., enablement probabilities p,-;-(E;t;,t,,...l)’s and average
module execution time z; in eq. (3-4) for some modules. In these cases, a
simulation can be used to estimate these values. Since su.ch a simulation is

applied to a smaller subsystem, it usually is much simpler than simulating the

: entiré system.
3.3 AN EXAMPLE OF ANALYTICAL IMC ESTIMATION

In this section, we apply the estimation methédology of Sections 3.1
and 3.2 to DPAD Detect/Verify processing for modules My, M;, M,, and M;.
Search/Verify processing determines the presence of potentially threatening
objects and consists of: 1) a radar-sean_:h ret}lrn with object detection that
causes modules M,,, M;, and ‘Mz to execute in sequence (i.e., in their
topologically sorted order), 2) a radar-verify delay of 8 to 15 ms, and 3) a
radar-verify return th.at causes modules My, M, M,, and Mj to execute in
sequence. A radar-search return with no detection is simply discarded by My,
and so M;, M,, and M; are not enabled. We shall estimate No(ty,t4+) and
the IMC written by M, which consists of 13 words to update file Fy;, {i.e.,

Ly 114( W) = 13) whenever M, enables My,

We let N{d; t\,t4+1) be the number of module M; executions for Detect
processing, Nj{v;ty,é4+1) be the M; executions for Verify processing, and
N{ty,ty+,) be the total M; executions for both Detect and Verify processing.
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Clearly,
Nityutie1) = Ndity,tye)) + Niwtytiey)

Because each module’s execution time is short (less than 1 ms) compated to

the measurement interval (¢ 4~¢; == 100 ms),
N{dity,tiay) = Npo(ditytysy)  forj=1,2
and

Nj(";tistﬁi-l) = sz(";tl-atl'l'l) for J = 1,23

The radar-detection time for each object and, thus, the number of
radar detections in 100 ms intervals (i.e., Nos(d;t},t34)) are computed from
the input scenario (the sky map). For simplicity, only the first 400 ms of
radar-detect and radar-verify oéera.tions are shown in Fig. 3-2(a). The
a.lgoriﬁhm for coniputing object detection times is given in Appendix C. The

time-shift due to radar-verify delay (A = 10 ms) is shown in the figure, i.e,
Ny 383, t541) = Npo{ d544-10,4441-10)

Fig. 3-2(b) shows how Ny({;,t4+)) Was estimated. From eq. (3-2) we can

obtain V2’114( "V;ti:tul) as follows
Vo na Wit taer) = No(vitytiaq) X 13(words)

Figs. 3-3(a) and 3-3(b) plot the estimates for Na(#y,f4+1) and V514 Wits,the1)

along with their measured values. Since the average execution time for M,

50



TAMIINT HOVZ ONING Gy TIndOW 40 AON3NO3Md NOLLMD3X] ' 2~ *o14

Teaxejur yoeg buyang patiyiaa puw pajoslaqg s3193[qo Jo IaqunN  (q)
. L]
o Butessatoad uOTIEDTITIBA JOJ SUOTINODXS ey JO I8N =
SUOTIROTITI2A uomnmo JO IB3qUNN = Aimmz
butesasoad UOTI0SIBP 0] SUOTINOSXD 4 W JO JoquUNN =
SUOT30939p 308(qO JO Joquny = (p) PN

N

it ¢ oL € 9 _A:_J.:Ju %y

0 -6 0 0 0 0 0 Z 0 09 § € ¥ % -1l 6 9 OL $ & OF ZL 8§
© 0 0 0 0 0 0 t 0 0 €' £ t T T 9 S T § £ T € 9 ¥ 9 £ Ol z ¢ ¢ | %r
O 0 0 0 0 0 0 I 0 O0E T T T T § ¥ ¥ § T E S 9 ¥ S ¥ O 1 £ ¢ | P
000 0057 0007 0051 0001 006 008 00¢ 009 00s 00F 00f 00Z 001 [k  Teazsau;
0062 ooV 0061 oovl 006 008 0O 009 00S OOF OOE OOZ 0Ol O h suryy,
s300(q0 3O o...d.u.. UOTIEOFIFASA pue oWyl uoyloalsg ()
™ I it to_ q —AI {revowy
TR AW s N -----ﬂm.--.mm_m.m e b H__---m. ....... o i ——y
' _. ' _. _. —— i | _. _ ! { .._:t._:
L] [ 1] Y vl
v

we LAl
" t 0 g

e .
b o L . m Bl AT + - LN " . B bt St AR a0t L S LS
e Y KN ! i I e

51



]
3
1 1

| e— nEASURED
R ISTIMATED

...
»
il
-
0

M

MOADA SENT FROM NODULE 2 YO F1LE 114
]

-

——

0 ."o T T %08 W0 1808

9 = UM T TT BT 7] £] i
. L lsglanes) O Lisa{asee)
A) No. or Moout Ny DAICUTIONS, ity thed) N M lll: Faon 'z'ﬂ Piae, 3,134, (Wita, Se1)

I'I-li

i

ACCLTLAL AT IVE EXEC, T

- y_—

i
¥

0 100 1596 D98 506 000 3500
TINECawen)

) Moows My ACCUMAATIVE EXECUTION TINE, Ta ( ty.they)

Fig,3-3. COMPARISON BETWEEN MEASURED AND ESTIMATED VALUES



o

(i.e., zs(ts,t4+1)) is 500 MLI and Ny(tpti+1)=Na(v:t5,ti+1), the AET for M;
li.e., Ts(tits+y)] is estimated from eq. (3-4). Both the measured and
measured AET are shown in Fig. 3-3(c). All three charts in Figu;'e 3-3 exhibit
close correspondence between the estimated and measﬁfed values. This -giva

a validation Ift;r the estimati;n n;etl:;bdology."
3.4 CONTROL IMC-

So far in this thesis only apiah’cation IMC was studied. However,
distributed processing systems require a significant number of control
functions to. support application file access (e.g., read-requests, lock-requests,
and lock-releases) and to maintain the distributed processing system {e.g.,
status monitoring). These functions are carried out by control modules,

resulting in control IMC.

Control IMC consists of reads and updates (writes) by control modules
(e.g., lock managers) to control files (e.g., lock status files). Once the file
access and distributed system maintenance functions are known, control IMC
can be derived from application IMC. For example, in Fig. 3-4, assume that
module M; at computer 1 updates application file F, at computer 2 for
N{t),t4+,) times during (t4,t4+1). Since every F, update requires a lock-
request and a lock-grant, control module M, at computer 1 writes N{¢;,t5+1)
lock-request messages to control file F'y at computer 2 while Mp at computer

2 writes N{¢;,23+1) lock-grant messages to Fy at computer 1.
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CoMPuTER 1 ~ CoMPUTER 2

----- -
APPLICATION MODULE | CONTROL MODULE
PTTTTTTTN
C ) APPLICATION FILE \_________}CONTROL FILE
IpC

Fig.3-4, IPC IN A DISTRIBUTED PROCESSING SYSTEM
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3.5 CALCULATION OF SYSTEM RESOURCE UTILIZATION

The utilization of a systém resource (i.e., computer, shared memory, or
bus channel) is defined as the fraction of time the resource is busy. Resource
utilization is an important measure in distribﬁted processing systems since it
is directly related to queueing delays and throughput. Each IPC message -
incurs a processing cost at the sending computer and a processing cost at the
receiving computer. It also increases network traffic. Therefore, IPC

degrades the performance of distributed processing systems.

The utilization of 2 computer can be estimated from module AET, the
processing cost for sending and receiving IPC messages at this computer site,
and operating system overhead. The utilization of a channel can be derived
from the channel bandwidth (fn words/s) and the IPC volume to be sent on

this channel.
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CHAPTER 4
MODULE ASSIGNMENT

After discussion of IMC measurement and estimation, we shall now
" proceed to the study of module assignment problem. Section 4.1 identifies
key parameters that should be consiciered in- a module assignment. Section
4.2 describes the concepts of module assignment tree and enumeration
procedure, and an objective function based on the concept of minimum
bottleneck is propos:d as a criterion for finding good module assignments. In
Section 4.3 the objective function is applied to the DPAD system and is
shown to yield good response time. Section 4.4 presents a heuristic algorithm
based on that objective function that drastically reduces the computation
time in finding good assignments from a huge problem space. This heuristic
algorithm is applied to the DPAD (Section 4.5) and has yiel'do-ad good response

time.
4.1 KEY PARAMETERS IN MODULE ASSIGNMENT

The three parameters that play important roles in module assignment
are intermodule communication (IMC), accumulative execution time (AET) of
each module, and precedence relations (PR) among program modules.

Chapter 2 shows that both the number of module executions and the AET
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are almost independent of module assignments if a fized load is offered to the

distributed system.

Our second parameter, IMC, is the cbmmunication between program
modules through shared files. IMC can a.lsq be assumed to be independent of
module assignment (see Chapter 2) and a :nl'lethod for estimating both IMC
and AET has been proposed in Chapter 3. When a module on a computer
writes to or reads from a shared file on anotﬁer computer, such IMQ becomes
IPC (interprocessor communication) and causes processor overhead. The
importance of IPC minimization has been recognized by many researchers
[CHU78, GENT7S, IRAN82, WUS4, CHUS4]. A task-allocation algorithm
should reduce IPC by assigning a pair of heavily communicating modules to

the same computer.

[PC varies with module assignments because the occurrence of IPC
between two communicating modules depends on whether these two modules
are assigned to different processors. For example, 1f two modules
communicate through a replicated shared file and reside on different
processors, then the file is replicated on each processor. When a processor
updates the file, it updates the copy on its local processor. It then sends the
updates to remote processors, resulting in IPC which requires processing load
on both the sending and receiving processors. The IPC is eliminated if the
two modules are assigned to the same processor since both modules are

sharing the same local file copy.
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The processor load for a computer is the sum of 1) load due to program
module execution and 2) load due to IPC. Therefore, both AET and IPC play
important roles in module assignment and thus influence task response time.
These two components should be normalized and expressed in the same unit.
* Our approach is to convert the number of words transferredfdue to IPC fnfc;;
the number of machine-language instructions (MLI's) spent By the -procésdr
in transferring or rece_iﬁng the IPC.. A good module-assignment algorithm
should at least follow these two rules: - |

R1) co-locate M; and M; to the same computer if the IMC volume between
them is large. This eliminates the large IPC.
R2) Balsnce the loads on all computers.

For example, Figure 4-1 shows two module assignments for the DPAD
System. Module assignment A only considers balancing the module
processing load (due to AET) among computers.‘ For example, both modules
M,3 and M;, have large accumulative execution time (see Figure 2-13), so
they are assigned to different computers. Module assignment B cossiders
both rules specified above. Since there is a large IMC between modules M,
and M, (Figure 2-11), they were co-located. Similarly, My, Mg, M, and M,
were co-located. Using the UCLA DPAD Simulator, response times (referred
to as port-to-port times) were generated for both module assignments. Fig.
4-2 portrays these measurement results (with 80-percent confidence intervals)

for the DPAD Detect/Verify processing thread. Fig. 4-3 portrays the port-
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ASSTGNMENT A B
COMPUTERS 1 2 .3 1 2 3
MODULE # 2 3 1 1 13 3.

5 4 7 2 14 5

8 6§ 14 4 23 7

g 10 16 § 9

19 3 18 8 7

20 v o a- 10 18

2 3 16 19

20

21

2

AVERAGE

nggl.s 0,218 0.385 0.417 0.205 0.517 0,278

_ASSIGNMENT A: BASED ONLY ON BALANCING MODULE LOAD

ASSIGNMENT B: BASED ON BOTH MODULE LOAD AND IMC

Fig. 4-1.

TwO MODULE ASSIGNMENTS FOR THE DPAD sysTEM
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to-port time for the Precision Track thread. The overall superiority of
assignment B clearly demonstrates that IMC plays an important role in

module assignment.
4.2 ANEW OBJECTIVE FUNCTION

Let us ﬂrsf define the concept of module assignment tree. Consider a
software system which ﬁu been partitioned into a fixed number of program
modules. Given the control and data flow graph, the problem of mbdule '
assignment is to assign the program modules into a number of processors such
as to meet the performance requirements. The main design requirement in
real-time systems is to meet the response time constraint, or port-to-port (P-
T-P) time in BMD terminology. In this dissertation, we concentrate on

distributed real-time systems where response time is the main design concern.

Since each module can be assigned to any of the S processors there are
S/ different wa.js to assign J modules to § processors, assuming that each
module is assigned to one and only one processor. This can be represented by
an assignment tree with S’ leaves, each leal corresponding to a possible
assignment. This tree has J levels, each representing a module. At each
non-leaf node there are S downward branches, each representing the choice of
a processor to host the particular module. An example with J = 23 and S =

3 is shown in Fig. 4-4.
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The module assignment problem is to search through the leaves of tﬁe
assignment tree to find the particular assignment which yields the minimum
value of an objective function (or maximum value in some cases, e.g,
maximum system throughput.) An ezhauative search through all leaves is
usually undesirable because of the enormous amount of time involved. For
example, when the computation txme for one leave requires 250 ms, the

enumeration for a tree with 3% leaves takes around 10 days.

For a real-time application, th;a key performance measure is response
time. Normally a computer system is dedicated to a single application. The
computer is required to finish a certain predefined processing within a time
limijt. Merely minimizing IPC alone may not produce a good assignment. In
fact, a minimum-IPC assignment will assign all program modules to a single
processor which might be saturated, resulting in poor response time. The
processor with the heaviest loading in a distrib;xted system is the one that
causes the bottleneck. For iﬁstance, for a system with three processors, an
assignment requiring 58%, 60%, and 81% of processor ntiliza.fions might have
a better response time than a second assignment with 20%, 40% and 90%
utilizations. This is mainly due to the facf that the second assignment has a
bottleneck processor more heavily loaded than the first assignment, and
queueing delay is a non-linear function that rises quickly with the level of

bottleneck (processor load).



For a given assignment X, the work load L(s;X) on a given Processor s

L{s;X) = i z,T; + i [IPC(a,t;X) + ﬂ’C’(t,a;X}]
j=l1 ::i : (4-1)

s

The first term is the AET for all modules assigned to Processor s. The second
term is IPC overhead which consists of two parts: overhead due to the IPC
originated from Processor s to other processors, and incoming messages to
Processor s from other processors. F<—>r a system whose file-update messages
dominate the IPC.traﬁc, we can ignore other types of IPC such as module
enablement messages and system control messages. The total overhead due
to outgoing IPC at Processor s is

ima £X) = 03 7, 5y Va S8

tawl fmml b=l tam]
. tyky ! 1 1) (4-2)

where K is the number of files used in the distributed system; Vj; is the M-F
IMC message volume sent from M; to update the replicated file F; é.t a

remote Processor ; 8, indicates whether a replicated copy of F, resides at

Processor ¢; the term i 3, indicates the number of remote copies of F} that

tam]
taky

must be updated; and w is a weighting constant for converting the message

volume into MLI's. For a system with message-broadcasting capability, a file

update need only be sent out once; the term i&h in eq. (4-2) then reduces

tem]
t¥,
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to 1.

Similarly, the total overhead at Processor s for incoming IPC from all
remote sites is

ﬁIPC(ts,X)—wﬁ é T g Vie 8,

'W'l ‘t!*o jet (4-3)
Based on the discussion above, we propose to use the work load (in

unit of MLI) of the bottleneck processor as the objective function, i.e.,

Bottleneck(X) = max {L(J,X) }
(44)

The module assignment problem is to search through the assignment tree to
find the assighment that yields the minimum bottleneck among all possible
assignments [CHUS4al, i.e.,

min {Bottleneclc()q }
(45)

or,
min { [AET(a) + IPC(a)]}
=) (4-8)
where AET(s) and IPC(s) are the total module execution time and total IPC
overhead incurred at Processor s. Section 4.1 has shown that a good

assignment can be obtained from minimizing [PC and balancing processor

loads among the set of processors. A minimum-bottleneck assignment
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generally has low IPC and fairly balanced procﬁsql;]pads because:

1. If the loads were not fairly balanced for an assignment, the bottleneck
(highest load among all processors) would be high and this assignment

would not be a minimum-bottleneck assignment.

w fE

. : . ~ w ‘ " )
2. If a given assignment had high IPC, the sum of '‘processor loads over all

processors would be high and thus, yiéld high bottleneck.

Eq. (4-6)' is different from minimizing the sum of processor loads
[STONT7],

ap {3 [azrto + paa] }

sl

(4-7)

An assignment obtained by eq. (4-7) can be quite unbalanced. In a
homogeneous system all moduia will be assigned to a single processor as
stated above. Our minimax principle is also used in [SHEN85] which
considers only one-time execution of a task while we accumulate the
processing load of multiple executions of the task. (Note that each external

stimulus cause an execution of the task.)

In the objective function (see eq. {4-1)), AET for a module A; is
represented as a single value T;. IMC information between a module and a
file is also represented as a single value V;, (eq. (4-2)). However, the
measured or estimated value of AET, T{f,,t44,), varies from one interval to

another. Since we are concerned with system performance during the peak-
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load period, we shall use the average AET and IMC during the peak-load

period for computation in our objective function.

4.3 PERFORMANCE OF THE PROPOSED OBJECTIVE FUNCTION

- In this section we evaluate the performance of the proposedl,i; objective
fun&ion by applying it to the DPAD system. Table 4-1 shows the average
AET for the peak-load period for every module in the DPAD experiment
where the identified peak-load period is from 1.0 sec to 2.0 sec of mission
time. For example, Tg (=32055 MLI's) for module Mg is an average of ten
measured values Tg(1.0sec, 1.1s¢c), Ty(1.1sec, 1.2s¢c), . . ., Tg(1.92ec, 2.0s¢c).
The IMC information was estimated in the same manner. ‘The results are
shown in column 3 of Table 4-2. Column 2 shows the file(s) dpdate'(i by the
write module. Column 4 lists all the modules which read the updated file. If
a read modﬁle for a file and its associated write module are on different
processors, both processors would have a copy of the file and IPC occurs for

updating the replicated file copy.

A FORTRAN program was developed to compute the proposed
objective function for every éssignment in the DPAD assignment tree. When
an assignment (corresponding to a tree leave) yields a bottleneck value
smaller than the smallest bottleneck ever obtained so far, that assignment is
saved and printed out (see Appendix D). The last ten such assignments were

selected (Fig. 4-5). These ten assignments were then simulated with the
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TABLE 4-1
ACCUMULATIVE EXECUTION TIME (AET) PER 100 MSEC

(UNIT: MLI)
(Modnle  AET

M1 8865
M2 2700
M3 1590
M4 10410
M5 1860
M6 1950
M7 1680
M8 32055
M9 18600
M10 3360
Mi11 0
M2 © 0
M13 25305
_ Ml4 16860
M15 0
M8 4170
M17 8240
M18 3975
M19 9705.
M20 2010
M21 195
M22 16410
| M23 17028

MLI = Machine Language Instructions

EACH AET IS AN AVERAGE ACROSS THE PEAK-LOAD PERIOD,
FROM 1.0 SECOND TO 2.0 SECONDS.
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- TABLE 4-2, FILE UPDATE IMC (in MLI) PER 100 MSEC

Write Fie ™G Read
Module M Size Modules
' M1 none
M2 114 124 o)
M3 F115 124 MI3
» F116 12 MI3
F117 314 MS, M8, M7
MS F119 68 M7
M5 F121 68 M7
M7 FI2 671 M3
F120 ) M13
M6, M10, M16
M3 F123 1568 MO, M17, M19, M20
F124 6387 M5, M10, M16
MO F128 %06 M3 '
F127 1 M3
M10 F134 1 M3
M) Module Not Implemented
M12) - Module Not [mplemented
MI13 FIo1 30371 Mia
F147 1800 M3
M4 F132 019 M3
mMis) Module Not Implemented
M6 F138 100 Mis
M7 F136 100 Mis
Fi37 229 Mi9
M3 Fi38 3 M8
F139 244 M20
MI19 F139 09 M20
M0 F140 62 M21
M21 F1d1 ) Radar
. F142 242 M3
F113 2593 M1, M2, Mé, M3
M3 St 112 Radar
Radar Fi11 a7 V2

* EACH TRANSFERRED WORD = 3 MLIs

'EACH IMC SIZE IS AN AVERAGE ACROSS THE PEAK-LOAD PERIOD,
FROM 1.0 SECOND TO 2.0 SECONDS.
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DPAD simulator and their performance is compared. Figs. 4-6(a) and (b)
show the CPU utilization for Assignments #1 and #2. We note the loads of
the 3 procast;l-s are quite balanced during the peak-load period between 1.0
 sec. and 2.0 sec. Assignments #3 through #10 exhibit similar load-balanced
be!iavior. This coincides with our expectation that our objective functfion (ihe
m};:imum-bottlcneck model), egs. (4-1). thru (4-8), provides good balanced

‘p“rocwsor loads. For comparison, Figs. 4-7(a) and (b) show the processor

loads for an arbitrary assignment and a knowledge-guessed ! manually
generated assignment [HOLL82]. These two assignments are less load-
balanced compared with Assignments #1 and #2, and have much higher

bottleneck loads. .

Fig. 4-8 shows the _Prt;cision-'l‘racking port-to-port time for
Assignments #1 through #9 as well as the arbitrary assignment. The
arbitrary assignment has .a poor performance because two of its three
proc-usors are saturated as wzm. previou;ly shown in Fig. 4-?. Note that the
performance difference between 2 good and a bad assignment can be

substantial. Poor assignments yield poor response time.

Fig. 49 compares the port-to-port time for the Detect/Verify thread

between the knowledge-guessed assignment and Assignments #1 through #9.

! The knowledge-guessed assignment was obtained by a combination of
intuitive insight and trial and error. It was one of the best assignments
known to the author in terms of port-to-port time for the DPAD example
system. :
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Figs. 4-10 and 4-11 are for the Track Initiation thread and the Precision
Tracking thread. Our experiments confirm that the proposed objective

function is able to generate fairly good module assignments.

4.4 HEURISTIC MODULE ASSIGNMENT WITHOUT
PRECEDENCE RELATION '

An exhaustive search through an entire assignment tree is prohibitively
time-consuming. In order to drastically reduce the computation time, we
shall develop a heuristic algorithm for selecting good assignments from a huge

problem space.

In the following we propose a two-phase heuristic algorithm for module
assignment. Let us denofe_it as Algorithm I-A, for the initial characters of
"IMC" and 'AET'. In order to avoid heavy IPC, Phase I merges heavily
communicating modules into groups if the resulting group does not have too
large an‘ AET. This phase- is a linear-time algorithm, requiring little
computation time. Each group is a sef of modules which will be assigned as a
single unit to a processor in Phase II. Phases I assitns the n-xodule groups to
the available processors such that the bottleneck (in the most heavily utilized

processor) is minimized. Our algorithm assumes that
1. there are J modules, M, My, . . ., M, and § processors;

2. the average AET, T, (over the peak-load period) for each module M; is

given;

76



TORT-TD-TORT

3
——Et 3
£ T W S m .
........ ensassa NEEN &
21 e ——SEN & 1
2 SED 4
.............. . ASER L
P
g. o
z 4
g 509 1600 1540 2090 2550 3800 I330

Limei{meec)
Fig, 4-9, P-T-P TIMe FOR SEARCH/VERIFY THREAD -- (OMPARE AN

KNOWLEDGE~GUESSED ASSIGNMENT AND 9 ASSIGNMENTS SELECTED
BY EXHAUSTIVE SEARCH

77



TORT-TO-PORT

&

18

14

14

h— p—p

1
S HUEan Yl

A

e o e~ a—

-2
9

330 1000 520 2000 2520 3000
tLimei{msec)

216, 4-10, P-T-P TIME FOR TRACK-INITIATE THREAD == COMPARE A

KNOWLEDGE-GUESSED ASSIGNMENT AND 3 ASSIGNMENTS
SELECTED BY EXHAUSTIVE SEARCH

78



PORT-TO-PORT (MSEC)

2

3-8
13-4
14
ia

11: 8

A p

-z
3

KNOWLEDGE -GUESSED

s s s RS Y 3
—— i —— —q‘a [ 1
e = 2551 7

deserssasas

-—--—---—B‘B' €

............... A T ]

———— el

cdo 10319

1821

-l

2994

2540 30490
Limelaszec)

Fig. 4-11, PTP TIME FOR THE PRECISION-TRACKING THREAD --COMPARE THE
KNOWLEDGE-GUESSED ASSIGNMENT AND 9 ASSIGNMENTS SELECTED

BY EXHAUSTIVE SEARCH

79

A

in

33



3. the average IMC, IMC; ;, (over the peak-load period) between any module

pair M; and M, is given;

ALGORITHM I-A:

Phase I Merge modules with large IMC into groups to reduce total system

1.1

1.2

1.3

1.4

1.5

load.
Initially list all module pairs (M;, M;) in the descending order of IMC

volume.

Calculate average module size & average processor load:
AET - _ﬁl T;/J
o
PL - i T;/S
sam]
Set threshold values for IMC values & for processor loads:
Opg =~ AET X a %
0p; - PLXB %

Let each program module form a distinet group (a set):
G -{M} i=1..,J

If no more pairs exist in the module-pair list

go to Phase II.
Pick the next pair of modules, M, and M;, and delete this pair from
the list.

If MC,, < O
go to Phase II.

Find the group G, that contains M,, and the group G, that contains
M, (i.e.,, MG, , M,EG),).
If s = ¢ (i.e., if M, and M are already in the same group)

go to Step 1.2.

UT,+7T >0



go to Step 1.2.
1.6 Merge the two groups G, and G, into a single one:
G, - G, UG,
Gg - g
T, - T,+ T}
T‘ -0

1.7 Goto Step 1.2

Phase II: Assign merged groups to processors to minimize the bottleneck.
2.1 (We now have ¢ groups, ¢ < J, which corresponds to a much smaller
assignment tree with S possible assignments.)
Perform an exhaustive search through the new assignment tree to
locate good assignments.

2.2 Stop.

In the following we provide some discussions’on Steps 1.3 and 1.5.

" Step 1.3: When we reach a pair of modules whose IMC is smaller than the
IMC threshold 83,0 ( @ % of AET), merging them gi.va little benefit in terms
of the IPC saved. The @ % should range from 1% to 10%.

Step 1.5: Our assignment algorithm tries to eliminate major IPC. When
merging two gr?mp into one, we should leave some processing capacity in the
resulting new group for accommodating the x;ema.ining IPC as well as some
other small groups. If two groups were merged and formed a group that is
too large, Phase II would not be able to produce a balanced-load assignment.
This is the reason why processor-load threshold 8p; is based on the parameter

B % and average processor load PL.
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4.5 APPLICATION OF ALGORITEM I-A TO THE DPAD SYSTEM

Let us now apply the heuristic Algorithm I-A to the DPAD module
assignment problem. Table 4-2 shows IMC between a module and the files it
accesses. For Phase I of Algorithm I-A, this table is reorga.nlzed into Table
4-3 which provides IMC size between module pairs. (Phase II uses Table 4-2) !'
Fig. 4-12 shows the merging process of Phase I where 5% and 75% are used
for the @ and P respectively. Column 1 lists IMC in the descending order,

column. 2 displays the modules merged into one group, and column 3

calculates the total AET for all modules within the group.

Since in this example we have 3 processors and 20 modules, the PL =

§TI3=59555MLI and the AET = ﬁT;l20=8933 MLI. Phase I

fmal fml

finishes when it reaches IMC, 5 = 314 MLI because 314 is smaller than 5% of

AET. The resultant groups are:

Group Modules
1 1,2,4,22
2 3
3 5
4 6,8,10,16,20
s 7
6 9
7 13,14
8 17
9 18
10 19
11 21
12 23,(11,13,15)*
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TaBLE U4-3, FILE UPDATE IMC (in MLI) PER 100 MSEC FOR MODULE PAIRS

14737

Write Files mMC Read

Module Invoived Siza Modhle
M2 F114 124 M3
M3 F115 144 MI13
M4 F117 314 M3
M4 . F117 - 314 M5
M4 F117 314 M7
M4 . F116 112 Ml13
M5 F119 68 M7
Mb F121 63 M7
M7 F12 67 M13
M8 F123, F124 7955 M6
M3 _F123 1568 M
M8 F123, F124 7955 Mi0
M8 F120 62 Mi3
M8 F123, F124 7953 Mi6
MB F123 1568 M17
M3 F123 1568 Mi9 -
M3 F123 1568 M20
M9 F125 806 M13
Mi10 Fi27 1 M3
M10 F134 1 Mi18
M13 F131 30371 M4
Mil4 F147 1800 M13
Mi4 F132 5019 M23
M16 F135 100 Mi18
M17 F136 100 Mi13
Mi18 F138 36 MB
Mig F137 29 M19
M18 F139 244 M20
M19 F139 399 M20
M20 F140 62 M21
M2l F141 32 Radar
M22 F113 4593 Ml
M22 F113 4593 M2
M2 Fi13 4593 M4
M22 Fil13 4593 M8
M22 F142 242 M23
M3 Fl12 5112 Radar
Radar F111 M22

» EACH TRANSFERRED WORD = 3 MLIs
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Modules in the Exec. Time of

IMC,‘ b LI) Merged Group the Group
IMC(13,14)=30371 13-14 25305+16860=42165
MC( 8, 6)= 7955 6-8 1950+32055=34005
m™MC( 8,10)= 7955 ' 6-8-10 34005+3360=37365
mc( 8,16)= 7955 6-8-10-16 © 37365+4170=4153S
IMC(14,23)= 5019 Can't group l3-14-23

Otherwise, 42165+10725=52890> 0.,
IMC ({22, 1)= 4593 1-22 8865+16410=25275
mMCc (22, 2)= 4593 1-2-22 25275+2700=27975
IMC (22, 4)= 4593 1-2=4-22 ' 27975+10410=38385
™MC (22, 8)= 4593 Can't group? l=2=4-6-8-10-16=22
Otherwise, 38385+41535=79920> 6.,
m™MC(14,13)= 1800 Modules already in same group
mMC( 8, 9)= 1568 Can't group 6-~8-9-10-16
Otherwise, 41535+18600=60135> 8,
mMC( 8,17)= 1568 Can't group 6-8-10-16-17
-~ - otherwise, 41535+6240=47775> @p.
mwCc( 8,19)= 1568 Can'%t qroup 6=-8-10-16-19
- Otherwisa, 41535+9705=51240> ePL
MC( 8,20)= 1568 6-8-10-16-20 41535+2010=43545
mc( 9,13)= 806 Can't group 9-13-14
Otherwise, 42165+18600=60765> 8,
m™MC (19,20)= 599 Can't group 6-8-10-16-19-20
Otherwise, 43545+9705=53250> 8.
me( 4, S)= 314 '
(Phase I finishes because IMC(4,5)= 314 < aIMC
* Two large groups would otherwise be merged into one.

Fig. 4-12, Example of Phase-I Evaluaticn of the Algorithm
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* Modules M,;, Myg, and M3 are not implemented in the DPAD; each has

a zero AET, T;.

_ We have merged 20 modules into 12 groups, a reduction fro§n 3%
possible module assignments to 312 possible group assignments which reduces
the algorithm’s computation time (CPU time) from 3 days down to less than

one minute on a VAX-11/780.

To evaluate the effectiveness of our heuristic algorithm, the best
assignment obtained by this algorithm is compared with that by the
exhaustive search, as shown in Figs. 4-13 through 4-15. We note that the
module assignment generated by the proposed heuristic algorithm provides
comparable performance to that from the exhaustive search. We have also
used our DPAD simulator to simulate the four assignments (Assignments A-1
through A-4) reported in [MAS2]. Fig. 4-16 shows that our heuristic
algorithm performs better than that of [MAS2]. This is mainly because our

algorithm provides better load-balancing than [MAS2).
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CHAPTER 5
MODULE ASSIGNMENT WITH PRECEDENCE RELATIONSHIP

Algorithm I-A considers only IMC and AET. Another factor that
peeds to be considered is the precedence relation (PR) among program
modules. In this Section 5.1 we describe several experimepts on PR and study
its impact on module assignment in terms of response time. Simple PR rules
are obtained on whether two modules should be co-located on a single
processor or separated on different processors. Section 5.2 includes these PR
rules in the reﬁsed task—allocatién_ algorithm (Algorithm P-I-A). In Section
5.3, Algorithm P-I-A is tested on our DPAD example system and shown to
yield only slightly better response time than Algorithm I-A (which does not
consider PR), because the size of most DPAD modules are in the same order
of magnitude and therefore PR has little effect on the resﬁohse time. When
we apply Algorithm P-I-A to another example system (Section 5.4), significant

improvement is obtained over Algorithm I-A.

5.1 PRECEDENCE RELATION EXPERIMENTS

For the first experiment, we compare three assignments of assigning
nine modules to three computers (Fig. 5-1). The precedence exists in the

control-flow graph from one module to another. Assume the job arrival is a
90



Fig, 5-1. ExPerIMENT No. 1
THREE ASSIGNMENTS TO BE COMPARED

ASSIGNMENT #1 (SEQUENTIAL)

COMPUTER |1 2 3
1.4 7 A
MODULES# |2 5 8 l
- 3 6 9 1 ItimMe
l UNIT
2
ASSIGNMENT #2 (PIPELINED) 1 1rme
UNIT
COMPUTER |1 2 3 -
- Y
123 3 1 lrive
MODULES# |4 5 6 [ UNIT
7 8 9 B
| Y
g | 1TiMe
ASSIGNMENT #3 (SKEWED) UNIT

COMPUTER |1 2 3

MODULES# [ § 6 4

91



*

Poisson process with arrival rﬁif A, each job enaéles module M; which is
placed in the ready queue of M;’s residence computer waiting to be processed,
and upon the completion of execution a module will enable the execution of
the next module in thg control-low graph. The execution time of every
module is a constant (deitermin_istic service time) and equal to one time unit'.,'
To simplify our analysis and to isolate the precedence effect, we further
assume there is no IMC .between modulé and thus no IPC overhead between
computers. The three assignments m Fig. 51 are simulated with PAWS
simulator [BERRS82]. The queueing discipline at all computers is FCFS. All
three assignments result in balanced loads on the computers. However,
simulation results (Fig. 5-2) reveal a significant difference in response time
.a.mong the three assignments. The pipeline assignment (Al) yields the best
response time. (V ertical bars in the figure represent 90%-confidence intervals
for each simulation point). Since we assume Do lPé overhead and all
assignments are load-balanced, the response-time discrepancy is due solely to

précedence relation.

In our second experiment, the execution time of each module is
changed from a constant to ezponentially distributed service time with a meen
of ope time unit. All other parameters remain the same as those used in
Experiment No. 1. Simulation results (Fig. 5-3) exhibit that the response
times for all three assignments are about the same. This is because the three

computers form a Jackson network. Each computer can be treated
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-~
individually as an M/M/1 queue for calculating the queuveing wait time for
each module, and since all modules have the same execution-time {service-
time) distribution and the same arrival rate in this particular case, all load-
balanced computers are treated as idemtical M/M/1 queunes, and thus all
modules have idéntical wait tlme.% { Experiment No.l reveals that precedence
relationship does have an impac;t on task répon’se time. Experiment No.2
reveals that module exeéution-time distributions alter the PR’s effect on the

response time.

Experiment No.3 is for testing the effect of module size on precedence

relationship. Modules have deterministic execution times as shown in Fig. 5-

4(a). The three assignments in Fig. 5-4(b) are compared. The results (Fig.

5-5) reveal that assigning two consecutive modules to a same computer will

yield a good response time if the ezecution time of the second module is much '

Iargef than the first one. We shall call this our PR rule #1. For example, in
Assignment #1, M, and M, are assigned to the same computer. If the second
module is much smaller than the first one, it is betlter to aseparate two
consecutive modules and assign them on two distinct computers This is our PR
rule #2. In Assignment #1, M, and M; are assigned on two different
computers. Finally, the performance of Assignment #3 lies between
Assignments #1 and #2 because Assignment #3 observes PR rule #2 for
some module pairs (e.g., separation of M, from M,) and violates PR rule #1

for some module pairs (e.g., separation of M, from M,).
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Experiment No. 4 is similar to No. 3 except with different execution
times as shown in Fig. 5-4(c). The same three assignments in Fig. 5-4(b} were
simulated. Now, Assignment #2 yields the best performance (Fig. 5-6)
because it folléws the PR rules for most pairs of comsecutive modules.
Assignment #1 is the worst since it seriouéiy violates the PR rules. We
repeat these experimeﬁts with exponentiallj distributed execution times.
They yield the same results. The intuitive reasons for the PR rules are as

follows:

1. If the arrival process is highly random such as Poisson, there would be
periods of bursty arrivals. If the job arrival process is deterministic,
the- work load is evenly spread over the time. As a result, the average
qdeﬁe-length at every computer should be smaller (smaller average
.module wait-time) than that of a Poisson arrival process. Thus, “let
smal! j&bs (modules, in our case) run first, while large jobs wait” yields

less average wait-time.

2. For two consecutive moduies assigned to a single computer, if the
second module is much larger than the first one, the second one will
act as regulator valve which regulates job flow into the next computer.
For instance, in Assignment #1 of Experiment No.3, M, at Computer 1
is a large module, therefore the arrivals of M; at Computer 2 won’t be
in bursty mode — instead, arrivals for M; are fairly evenly spread over

the time, which results in short queue at Computer 2 and thus, short
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wait time for My and M, at Computer 2. In the same manner, M, acts
as a regulator valve for job flow into Computer 3. On the other hand,
the poor response time of Assignment #2 is mainly due to the fact that
- there is a hxgh poss1b1]1ty that an M, arrives whﬂe a previous M, is still
in execution. (and more other M,’s might be waiting in the queue), even
if M, arrival process at Computer 2 is not bursty. That is, there ;s a
high probability Ato see several Mz’s exist, one ;fter anothef, in the
queue. After the first M, finishes execution, an M, is enabled and
placed behind all existing M,'s in the queue. This particular M3 would
experience a long wait timé because those M,'’s in. front of it have a
large execution time. Later on, we see multiple My's nezt to each other
which will then quickly finish their execufion one after another
(because of the small é:ltecution time of M;) and dump multiple M,

arrivals to Computer 3 in a bursty mode.

Having realized that the module-size ratio of consecutive modules influences

response time, we should determine whether two consecutive modules M; and

M, (with a module-size ratio z,/2;) should be separated or co-located.

Consider the control-flow graph in Fig. 5-7 where all modules have

z
deterministic execution times. Let z,==2,, z;=z, (thus, % = 3_4 ), module-
1

3

size ratio r; ; = 7;/z;, and job arrival rate Ay equals to A,. Both Assignments

#1 and #2 balance the processor loads. We like to determine the benefit or- .
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Ass1GN- |
MENT CPU 1 CPU 2
1 M1,M2 M3,MY4
2 M1,M4 M2,M3

Frg, 5-7, EXPERIMENT FOR DERIVING WAIT-TIME
RATIO RN(A1/A2) BETWEEN ASSIGNMENTS A; AND
Ao , AS A FUNCTION OF THE CORRESPONDING
SIZE RATIO x2/xl
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penalty of assigning M, and M, to a same computer in term's of response time
as a function of r . That is, we are looking for a threshold value 8 such
.that: if rj 3 > @, M; and M, should be assigned to a same computer,
otherwise they should be assigned to separated comﬁuters. More generally,
we are looking for a relation (a function) which maps a size ratio into a

benefit index (or penalty index if negative value).

Because of the symmetry in this control-low graph and in loading on
both computers, the two threads in the graph have the same response time,
which is w, + 2, + vy + 2z, (or w3 + 23 + w, + z,), where w; is the queueing
wait-time for module M; A model has been developed in [CHUS4¢c] to
estimate the wait time w; for any given module assignment on any control-
flow graph. Since .z,, z,, 73, and z, are constants independent of module
a.ssignment,. the ;nait-timc ratio between two assignments, R, = R(AIIA?) =

0,(4,) + wolA,)
wy(Aj) + wy{Ay)

above: If R, < 1, then Assigﬁment #1 is better than Assignment #2, i.e., we

, can be used as a measure for the benefit index mentioned

should assign the consecutive modules M; and M, to one computer, and the
other pair of consecutive modules My and M, to another computer. If R, >
1, then Assignment #2 is better than Assignment #1 and comsecutive
modules should be run on different computers. Fig. 5-8(a) shows the wait-
time ratio R, for various module-size ratio r, 2 = Zp/z;. The horizontal axis

is the processor utilization p == p; + p2 where p; = \;z; and py = Az, are
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contributed by the execution of M; and M,, respectively. Note that as r,
decreases, R, increases until reaching approximately to 1.7; then it rev;e-rﬁes
the trend and decreases. R, only -vary slightly with the processor utilization.
Figs. 5-8(b) and 5-8(c) are obtained if the execution time of each module is
cha;nged from ; deterministic va.lué to an exponentially or hyperexponentially
distributed random variable. Since the execution times of mosi programs are
more deterministic than exponentially or hyperexponentially distributed, the

following discussion will be for deterministic execution time.

We shall now study the execution of three consecutive modules {Fig.

(A, + wo{A) + wy(A
5-0). Now the wait-time ratio is R, = wl: AS T ::(( Al; T :’f A:; . Our
1 2 3

" analysis shows that if the size of M, is fixed (thus, p; = A2, is fixed), as t;he
ratio of M to My (ry3 = 2y/z; = py/py) decreases, the wait-time ratio R,
increases to a certain point; R, then reverses the trend and decreases (Fig. 5
- 10). Likewise, fixing M; and varying the size ratio of M, to M,, we observe
similar results. These relations between R, and r;; arer similar to our
previous observations for the two-module-thread cases as were shown in Fig..
5-8. Similar relations are exhibited for a control-flow graph consisting of four
or five modules in each thread. Finally, if z;, 25, and z; in Fig. 5-9 are varied
simultaneously, the results are shown in a 3-dimension diagram {Fig. 5-11(a))
and the corrapbnding contour plot when projected on the 2-dimensional

plane (Fig. 5-11(b)). Note that when both size ratios ry3 and ry are large,
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the wait-time ratio R, is the smallest. Thus, assigning all three consecutive
modules to a.same computer (i.e., Assignment #1) yields better response time,
which is consistent with our previous observation. If one of the ratios ry3
and ry, is large while the other is small, then the benefit from one module
pair is canceled out bj;w!;{;he penalty from another pair. As a result, both
assignments have similar wait tima; If'both r,3 and ry, are small, then

Assignment #2 is better.

Our experimental observations reveal that in assigning modules to
computers, each pair of consecutive modules in the control-flow graph can be
treated independently, and using the PR rules on each individual pair of

consecutive modules in task allocation yields good task response time.
5.2 TASK ALLOCATION WITH PRECEDENCE RELATION

We shall now include the PR rules into our task-allocation algorithm.
The decision on grouping two conpsecutive modules or not should base on the
two possibly conflicting factors: IMC and PR (ie., module-size ratio).
Therefore, IMC indez and PR index are developed. First let us define (in Step.

1.1) the following IMC index and PR index between modules M; and M;:

MC;.
. o l:l . .
~ ,j) = i=1..0 j=1.,J
IMC( eIMG

. w1 -Rylry ) :
Vpglid) = "T;-'"- i =L j=1.,J



where z; is the average module size of M;, and R, is a function of r; ; (see Fig.
5-8). Note that a R, value on the Y-axis of Fig. 5-8 always lies in the range
of [0, 2). This value should reflect the PR index ¥ PR( ,j) — a positiv;e
(negative) R, should correspond to a positive (negative) 1lPR( f,j} and
presc.:riba the co-location (separation) of modules M; and M. For simplicity,
we divide the range [0, 2] on the Y-axis into Npp equal-size intervals for PR
index levels. The interval size is Jop = 2.0/ Npg. Because R, equals 1 at the
break point between grouping or separating two consecutive modules, the
function (1 - f)/Ipg gives the PR index 1PR(:',') for any given module-size
ratio. For example, if we choose to have 20 PR levels within the range [0, 2],
we have an interval size Jpy = 2.0/20 = 0.1. If f determines the R, to be
1.4, then ¥y pr =% which opposes the grouping of the‘modules. To complete
our new algorithm, lwe should -replace Step 1.3 of Algorithm I-A with the
following:

go to Phase II.

Let us denote this generalized algorithm as Algorithm P-I-A (adding the

initial "P" for PR).

There exist three variables in Algorithm P-I-A — a, B, and Npp {or,
Irg). For a given distributed system (e.g., the DPAD), if Npg is fixed, thea all

'pr( i,) values are uniquely determined. In that case, adjusting the a value
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will influence the sign (positive or negative) of the sum ¥, [f,j) + % PR(:‘, 7
and thus determine whether M; and M; should be co-located on a computer
(assuming a fixed B value). If we reduce Npp by half and double the a value,
then the minimum-bottleneck assignment generated by Algorithm P-I-A will
remains unchanged because both ¥ lﬁc(’.’ j)7and ¥ PR(:‘,J’) are reduced by half.
However, if we reduce Npp while keei)ing a.%constant a, the influence of PR is
reduced. On the other hand, increzmingj NPR while keeping a constant a will
result in less IMC infiluence. Table 5-1 contrasts <y PR’S and % IMG"S for various
values of @ and Npp. ¥,5's and ¥,,,.8 in this table have been rounded to the
nearest integers. We summarize the heuristic task-allocation algorithm,
Algorithm HEU, as follows:

Fix the number of PR intervals Npp;

Do @ = a,% to a;%; |

Do B = B, % to B,%;
Perform Algorithm P-I-A;
end;

end;
The experimental results on DPAD and two other systems reveal that using
Npg = 20 and @ between 1% and 10% generates good assignments. A good
range for P is between 80% and 120%. This is because too small a2 B would
retard proper module grouping while too large a 8 makes it impossible to
balance the loads during Phase II.
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5.3 MODULE ASSIGNMENT WITH PR FOR DPAD

Applying Algorithm HEU to the DPAD produces the bottlenecks
shown in Fig. 5-12. Simulation reveals that the response-time performance of
the assignment with a bottleneck of 74985 MLI (genefa.ted by a = 3% and B
-—---60%) is sﬁgﬁtly better thin the one with a bottleneck of 74312 MLI
(generated by @ = 4% and B = 70%). This result shows that a smallest
bottleneck does‘ not necessarily yiel_d the best response time. However,

assignments with close bottleneck values always yield similar response times.

The assignment with a bottleneck of 74985 MLI performs only slightly
better than the assignment gex;erated by Algorithm I-A (Fig. 5-13). In fact,
using the same parameters @ = 5% an& 8 ;7‘775% as were used in Algorithm
I-A in Chapter 4, Algorithm P-I-A will generate exactly the same asslgnment
as Algorithm I-A because of the following reasons. Consider Table 5-1 and
" imagine a column of ¥,, . for @ = 5%. A pair of modules recommended to be
grouped by Step 1.3 of A]Qorithm I-A are recommended the same by Step 1.3
of Algorithm P-I-A. ‘And a pair not recommended to be grouped by
Algorithm I-A are not recommended by Algorithm P-I-A. For instance, both
IMC,3 < AET X 5% according to Algorithm I-A and v,,,(2.3) + ¥p.(2,3)
= 0 + {-2) < 0 according to Algorithm P-I-A, which recommends separating
M, and M, On the other hand, both IMCyyz > AET X 5% and

¥ A1423) + ¥ PRl 14,23) > 0, which recommends grouping M, and Mys.
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5.4 EXAMPLE OF RESlPONSE-TIME IMPROVEMENT BY PR

An example is given in this section which demonstirates that a
considerable improvement on response time can be obtained by considering
PR in the task-allocation. .; ;;Copsider the control-flow graph shown in Fig. 5-14
where each program modtilie has a deterministic execution time of either 100
or 1000 us, thus the size ratio of every pair of consecutive modules is either
0.1 or 10. According to the PR rules derived in Section 5.1, we should assign
M, and My on the same computer, and Mg on a different computer. Using
the model of [CHU84b], we can estimate the AET for a specified time interval
for each module. In this éxample let us assume a time interval of 100 job
arrivals, the inter-arrival time is exponentially distributed, and each arrival
invokes the entire control-low graph once. The estimated AET’s are shown
in Table 5-2. Let us further assume that the IMC sizes for all communicating
module pairs are about equal, either 1400 or 1500 jus as shown in Table 5-3
~ and Fig. 515, so that the IMC plays a less important role than PR. Given
these PR, IMC, and AET, the module assignments generated by Algorithms
I-A and P-L-A are shown in Fig. 5-16. Both assignments have fairly balanced
processor loads with similar Sottleneck values. Therefore, if they differ
significantly in response time, it is due to the PR consideration. Note that for
the assignment generated by Algorithms P-I-A, most module pairs are
assigned (either co-located or separated) according to our PR rules instead of

by IMC size. For example, the module size ratio r,q is z¢/zy = 10, and M,
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Table 5-=2.

AET for Modules in Figure 5-14

Exec Time/job arrival

Module x4 X (invocations/arrival) AET/100 arrivals
1 100 X 1 = 100us 10,000us
2 1000 X 1.25 = 1250 125,000
3 100 X 0.625 = 62.5 6,250
4 100 X 0.375 =  37.5 3,750
5 100 X 0.25 = - 25 2,500
6 1000 X 0.375 = 375 37,500
7 100 X 0.25 = 25 2,500
8 1000 X 0.25 = 250 25,000
9 100 X 0.375 =  37.5 3,750

10 1000 X 0.25 = 250 25,000
11 100 X 0.25 = 25 2,500
12 . 1000 X 0,625 = 625 62,500
13 100 X 0.25 = 25 2,500
14 100 X 1,25 = 125 12,500
15 1000 X 1 = 1000 100,000
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Table 5-3. IMC List For The System In Figure 5-14

From To :

Module Module IMC/100 Arrival File-1D

6 9 1500 106

10 13 1500 111

8 11 11500 109

1 U 1500 | 112

12 14 _ 1500 105

1 2 1400 101

2 3 | 1400 102

2 4 1400 102

2 5 1400 102

3 12 1400 103

4 6 1400 104

5 | 1400 107

5 8 1400 107

7 10 1400° 108

9 14 1400 110

13 14 1400 113

14 15 1400 114
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Fig. 5-15, DATA-FLOW GRAPH FOR THE SYSTEM
IN Figure 5-14
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ASSIGNMENT #1 ASSIGNMENT #2

"(ws0 CONSIDERING P.R.) _ (CONSIDERING P.R.)
CPU1 CPU2 CPU3 ) CPU1 CPU2 CPU3
7 3 - 3

10 4 5

13 5 15 7

14 6 8

15 '8 10

11 11

12 12

13

14

Fig. 5-16. Module Assignments for the System
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and Mg are co-located on computer 3. On the other hand, rgg = 0.1 and M,

is separated from Mj although IMCy g is larger than IMC4.

These two assignments are simulated via the PAWS simulator. The
average response time for each job arrival is measured from when the job
arrives at the system until it finishes the execution of M;s. Figure 38
compares the response time between the two assignments. Note that
Algorithm P-I-A yields better response time than Algorithm I-A, with 10.8%
improvement at processor utilization p = 20% and 25.7% improvement at p

= 80%.
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Fig. 5-17. Compare task response time for
assignments in Fig. 5-16
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CHAPTER 6
CONCLUSIONS AND DISCUSSIONS

8.1 CONCLUSIONS

The three important parameters in task allocation afe intermodule
communication (IMC), accumulative execution time (AET) of each module,
and precedence relations (PR} 2mong program modules. IMC is the
communication between program modules through shared files. When a
module on a computer writes to or reads from a shared file on _another
computer, it requires extra processing and communication overhead known as
IPC (interprocessor communication). Therefore, a task-allocation algorithm
should try to minimize IPC by assigning a pair of heavily communicating
modules to the same computer. On the other hand, AET always contributes
to processor load; its contribution is independent of task allocation. We have

proposed a methodology to ineasure and characterize both IMC and AET.

From the insights obtained with our simulation and the IMC
measurements, an analytical model has been constructed to est'ima.te the IMC
and AET in a distributed processing system. This model was applied to the
DPAD system and it has been shown that the model i; able to provide fairly

accurate prediction.
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An objective function for task allocation that considers both IMC and |
AET is proposed. It is based on the model of bottleneck processor. An
heuristic task-allocation algorithm based on this objective function was also

presented to effectively search for good assignments.

The third parameter for task allocation is the precedence relationship
(PR) which specifies that a program module can not be enabled before all its
predecessor(s) finish execution. Simulation study and analysis reveal that the
module-size ratio of two consecutive modules affects task response time. A
set of PR rules are generated to determine if the consecutive modules should
be co-located on the same computer. Allocating the modules according to the

PR rules yields performance impi-ovement.

An improved -heuﬁstie.ﬂgoﬁthm for task allocation was prwented;
based on PR, IMC, and AET. The algorithm was applied to the DPAD
system and another distributed system example. The results reveal that a
module assignment considering PR yields better respbnsé time than an

assignment without PR consideration.
8.2 FUTURE RESEARCH AREAS

Many related issues in task allocation remain unsolved and need

further investigation.

a. Replication of files — A file-replication policy should be developed to
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decide how many copies of a replicated file are needed and where these
copies should reside, for either access speed, fault-tolerance, or
reduction of file-update message volume. Data consistency among the

copies is a2 major concern that affects performance in file replication.
i

Replication of program niadula — Some modules might be so
frequently invoked t.hat their processing requirement cannot be met by
s single processor. It is desirable to process identical copies of a given
module on multiple computers, each processing a subset of invocations
of that module. For that, techniques need be developed to decide a)
the needed number of copies for a program module, b) the file
structure (centralized, replicated, or partitioned [CHU78]) for the files
accaséd by a replicated program module, ¢) the number of copies (and
the sites) a file should be replicated and/or partitioned into, and d) the
ﬁolicy for distributing module invocations among all computers which

run a copy of the invoked module.

Task scheduling policy — Scheduling policy plays an important role in
real-time systems. Besides the FCFS discipline, there might be other
scheduling policies more suitable for distributed real-time systems.
One possibility is to schedule multiple modules and process them as a
batch. As a result, some lines of code (e.g., the initializing
housekeeping code) can be shared by all modules in the batch. This

reduction of overhead should be weighed against the increased
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complexity in task scheduling.
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APPENDIX'A
DESCRIPTION OF THE TRW DPAD

The TRW Distributed Processing Architecture Design (DPAD) was
developed to manage the data procasihg and radar resources in the BMD
Application [GREE20]. The DPAD system is shown in Figure A-1. It consists

‘of four components:
1. thé radar interface
2. the interconnection_ network
3. the distributed Re.al-Time Ope;ating System (d-RTOS)

4. twenty-three (23) tactical application-program modules
To validate the DPAD concepf, TRW produced a simulator consisting of a
fully coded d-RTOS and simulators for the other three components. Extensive
statistical recording and reporting facilities were included in. order to assess
performance. The original DPAD simulator was developed for the BMDARC
testbed and made use of up to eight VAX-11/780 computers interconnected
by a PCL 11-B data bus [HOFFg0, GREES0). Later, this simulator was
moved to TRW at Redondo Beach, California where it runs as multiple batch

jobs on a single VAX-11/780 (under VMS}.
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Réid'mg on each computer is a copy of the d-RTOS. The d-RTOS
consists of six cyclically executed tasks (see Figure A-2) responsible ‘for
scheduling application modules, shared data management, and resource
management. Apphca.tlon modules are scheduled for execution based on their
priority and are executed without interrupts.  The role of shared database
management is to ensure the consistency of the replicated shared data. Thls

is facilitated by the foﬂoﬂg design constraints:
1. There is only a single writing module for each shared data file.

2. It a module references a shared data file, then a copy of that file is present
on the computer to which the module is assigned. Thus every module
reads only local file copies and this incsrs no [PC.

Finally, resource management is co_neerned with reassigning modules when an

overload condition is detected.

Of particular interest to shared database ma.naéement is the procedure
for updating a replicated shared file (see Figure A-3). When a module M;
updates a file Fj, M; places an entry for F, in the Task Completion Queue
(TCQ) of the d-RTOS, indicating the file and record modified. When the d-
RTOS task COMPLETE reads this entry from the TCQ, it formats and sends
a file-update message (containing the updated record) to all computers which
have a éopy of that file. This file-update process causes [PC which might

degrade the system performance. At a receiving computer, the d-RTOS task
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DATAIN reads the update message and posts the update. Similarly, when M;
enables M, , M; places an entry for M, in the TCQ. The d-RTOS then sends

an enablement message to the computer where M, is assigned.

Two intérconnection networks are considered in the DPAD: a bus and
a totally connected"__ poiﬁt-to-point interconnection. In both cases, the
networks are assumed to be error free and infinitely fast, ie., the network
delay is assumed negligible. The TRW DPAD simulates these networks by
using the VAX/VMS mailbox communication facility.

Thg radar interface is simulated by the System Environment and
Threat Simulator (SETS) which is driven by a predefined detailed sky map.
Based on the sky map scenario, the SETS reports initial detecrti;ns and
updates the position of objectsvt‘aver time. A verified radar return is referred
to as an smage.. Since an object changes its position, it may have severé.l
associated images. For each radar return, the SETS provides the tactical
applications with the radar command type as well as the time at which the

return was received.

The tactical application modules are driven by the radar. There are

twenty-three application modules ! which are employed in seven processing

threads (see Figure A-4). For example, the SEARCH/VERIFY thread

! However, Modules M;;, M,,, and M;; are not currently implemented in tle
simulator. _
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Figure A4a: DEFINITION OF PROCESSING THREADS

SEARCH Y.
1 Ve/r\irﬁsof?radar return
2) Control flow: See Figure A-4b

COARSE TRACKING. ‘
1) Performs cross traffic rejection and known object recognition.

2) Control flow: 4, {5, 6}, 7, 13 |
({5,6} means that Modules 5 and 8 can be executed in parallel.)

CANCEL COARSE TRACKING.
1} Cancels a standing order for coarse tracking.
2

Coatrol flow: 4, 13,

PRECISION TRACKING.
1) Tracks objects to obtain an accurate estimate of their position.
2) Control flow: 8, 9, 13

REDUNDANT TRACK ELIMINATION.
1) Determines if an image matches an already known object.

2) Control flow: 8, 10

ELIMINATE NONTHREATENING OBJECTS.
1} Determines if an object is threatening.
2) Control flow: 8, {16, 17}, 18

INTERCEPT PLAN.

1} Establishes an intercept plan for a threatening object.
2} Control flow: 8, {18, 17}, 18, 19
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procésa an initial image detection, then schedules another radar pulse to
verify the presence of an object. The time from beginning to end of a
processing thread is its port-to-port (PTP) time. The processing threads are
a.pphed in a plpehned manner, as depicted in Figure A-5. Communication
between modules is accomplished by use of shared files (see Figure A-8). All
files in the DPAD are named with an integer number greater than 100. The

overall control flow of the modules is shown in Figure A-7.

A portion of the control-and-data-flow was shown in Figure A-8. M,y
consists of two separate routines: M)y, and Mjsp. My;, is periodically
enabled every 1 ms to schedule radar commands: it enables M, which in turn
| enaﬁl& M,s. All other modules are enabled by the radar returns, directly or
indirectly. Returns of different types (e.g. Detect, Verify, Coarse Track, or
Precision Track) are processed by different threads of modules; M, does the

thread selection.
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APPENDIX B
THE UCLA DPAD SIMULATOR

The DPAD simulator at the University of California, Los Angeles
(UCLA) is a modified version of the TRW DPAD simulator. In the TRW
DPAD simulator, each tactical computer (also referred to as a CPU) in the
target network is simulated by a VAX/VMS batch job. The tactical
computers (the VMS batch jobs) communicate by using the VMS mailbox
system function. The batch jdbs maust be synchronized so that the simulated
CPUs keep rougl.xly the same simulated tactical time. To this end, messages
are sent between the batch jobs to synchronmize the execution speed of the
simulated computers. When a job suspends execution while waiting for a
synchronization message, the VMS scheduler selects the next job to run. It
can be one of the DPAD simulator jobs or another job ﬁnrelated to the
simulator. If the next job is a simulator job, the d-RTOS for this job must
ensure that its tactical time is the smallest among all the simulator jobs;
otherwise, it goes into a futile loop, testing and waiting for all other simulator
jobs to proceed to larger tactical times. Thus, if n computers are simulated,

there will be n-1 batch jobs in a futile loop.
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Futile loops made the time to do a simulation quite long and prevented
us from making the large number of runs necessary to study the effect of
va.rying the scenario, module assignment, and database kernel design. Thus,
the TRW simplator was modified and moved to the UCLA VAX-11/780
(under UNIX). The UCLA version runs 3 to 10 times faster depending on the

VAX load, number of objects simulai;ed in the scenario, and number of

computers simulated for the target systém. 1 The following sections describe
the process of converting the multi-i)a.tch-job simulator to a faster single-
batch-job version, changing it from the VAX/VMS operating system to the
VAX/UNIX at UCLA, and providing enhancement to the UCLA version.

B.1 CONVERSION TO SINGLE-BATCH-JOB SIMULATOR

_The popular event-schedﬁling simulation method [FISH73] was adopted
to eliminate the futile-loop bottleneck. The modified simulator uses only one
" batch job no matter how many computers are simulated, (which also reduced
the memory space required during a simulation). The teéhniqua used in
these modifications on data structures, event scheduling, message

communication, and the generation of statistical reports are mentioned below.

a. Daia Structure: In the TRW simulator, data for a batch job refer to a
single computer. For instances, a simulated local tactical time is

represented by TACTIME, and a module enablement queue by

! More objects or fewer CPUs usually means busy CPUs. And the busier the
" simulated CPUs, the smaller this speedup factor.
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ENABQUE(10,40,4), which means that the queue has 10 priority levels,
40 entries per level, and 4 words .per entry. To provide the same type
of information for the different computers, the UCLA simulator
dimensions most variables and arrays in FORTRAN COMMON
statements by ;:ompnter. For example, ENABQUEZiO,@,«i) becomes
ENABQUE(10,40,4,20) and TACTIME becomes TACTIME(20).
Variables and a.rfays appearing in FORTRAN executable statements

are modified accordingly.

Event Secheduling: To simulate the parallel activities of multiple
computers, the UCLA simulator maintains a clock, represented by the
aforementioned TACTIME(CP-U], for each CPU. Thus, it becomes
easy fo always schedule the simulated CPU with the smallest value of
TACTIME(CPU). The UCLA simulatof,maintains an event queue as

follows.
TACTIME CPU TASK .
T 1st event
Ind event .

Eatire . . . 3rd event
Event |
Queue . . . .

l -

There are as many entries in the event queue as there are computers in
the simulated system. Each entry tells when its corresponding
computer is to be scheduled for its next activity. Events in the queue

are ordered in the ascending TACTIME sequence; i.e., the first event
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has the smallest TACTIME. The simulator always schedules the first

event to happen and deletes that event from the queue.

When the current scheduled event finishes all its activities,
TACTIME(CPU) is advanced properly. Then, the simulator creates a
new event and :'mertsé it into the event queue according to the
TACTIME sequence.. The new event created is for the same CPU to
execute the d-RTOS mutﬁe specified which is next to the one just

finished in the cyclic order. This new event has the following contents:

TACTIME : the tactical time when the current event finishes; also the

occurring time for the newly created future event.
CPU : same value as the current event's CPU.

TASK : the next d-RTOS routine to be executed.

To conclude, the UCLA simulator uses only one job to simulate all

computers. This greatly reduces the delays due to futile loops.

Mca#age Communication: Computers can send "module enablement”
command messages or shared-data update messages to another
computer. The complicated (and thus ‘time-consuming) mailbox
function, used for intercomputer communication in. the TRW
simulator, has been replaced in the UCLA simulator by a simple °

procedure with 20 message collectors, MESSAGE(20,1000), each

150



collecting messages sent to its associaied computer from others. Fig.
B-1 shows the role of MESSAGE collectors in the simulator. Note that
input and output buffers are FIFO queues while the MESSAGE
collectors are not. A message is inserted into the MESSAGE collectorr
indicated l;y the message 'da'i;inﬁ.tion and it is inserted according to its

arrival time.

Let us justify the existence of the MESSAGE collectors by an
example. Assume CPU i starts an event E1 before CPU j starts E2.
E2 will not be scheduled to happen until E1 has been completely
simulated, although in the target system these two events overlap in
time. (Remember that we have only one batch jéb.)» Assume both E1
and E2 generate messages for CPU k at the end of their executions and
assume E2 finishes earlier than El m the real world. But E2 will not
generate messages in the simulation earlier than E1. We must
compensate such a distortion and this is done by reordering messages
in MESSAGE collector for CPU k, through message insertions

according to their arrival times.

Statistical Output Files: Code was added to the d-RTOS operating
system to extract statistical information such as CPU utilization in
target computers (named as ZTG files in the simulation), shared-data
update message volume from one application module to another

(named as ZTU file), and number of times each module is executed
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(named as ZTO files). Two classes of statistical files can be
distinguished. When we request for a file of the first class, a file should
be generated for each CPU. Since there is a copy of d-RTOS in each
batch job in the old-version simulator, multiple CPU utilization files
were generated; each for one CPU. Because there is only one ba.tcia job
in the new version, statistical records of a given type {e.g. 'CPU
utilization) -are wﬁtten into the same opened FORTRAN file, with 2
digital characters added in front of each record to indicate the
particular CPU this record applies to. After the simulation, the
combined file is sorted off-line to recover the individual files for various

CPUs.

Let us now consider files of the second class (e.g. ZTO and ZTU
files). The old-version simulator generated a ZTO file from each batch
job, each file supplying only part of the complete information
requested. On the other hand, the new version naturally produces a

single ZTO copy for the complete information requested.
B.2 SMULATOR TRANSFER FROM VMS TO UNIX

Despite the potential portability of FORTRAN IV and the fact that
both TRW/Redondo Beach and UCLA use the same VAX-11/780 hardware,
problems arose because TRW uses FORTRAN-PLUS under VMS while UCLA
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employs F77 under UNLIX. 1 Two major problems encountered were the

pumber of characters allowed for a variable name and -the number of file units

allowed for a program.

a. Variable’ Name: FORTRAN-PLUS allows up to 14 characters in a
variable name while UNIX only allows 8. Long variable names improve
program readability and facilitate enhancements. It required much

effort to rename variables while still preserving their uniqueness and

their meanings.

b. File Unit Number: This problem was worse than the previous one in
terms of the effort needed to correct it. UNIX allows only 20 logical file
units (units O through 19) in s FORTRAN program. The TRW
simulator generates more than 30 different statistical report files, each
with its own unit number. The technique of “combine and then sort”
is used to solve the problem. Frequently requested files are assigned
their own file unit between 1 and 19. All other outputv files use unit 0.
File unit numbers in the WRITE statements were changed to 0, and a
code was added in front of each output record to indicate the original
individual file. Sorting routines were written to sort the output file

from unit O into separate files.

1 FORTRAN-PLUS and F77 are different versions of the FORTRAN .
language.

154



B.3 ENHANCEMENTS TO SIMULATOR

We have made the following modifications to the simulator to improve

its performance and functionality.

s Circular Quenes: There are 23 program modules in the TRW DPAD
application model. Some files (repr;ented as FORTRAN variable
arrays) have as their sole function ‘the information transfer from one
program module to another; records of a file are generated by one and
used by the other. In the original simulator, the receiving module reset
the records to zero (or blank) and then distributes this update so that
the same record spaces could be re-used. This technique creates
unnecessary IMC. We have changed those modules which
communicate in this mu;ner to use eircular quenes instead. Much IMC

_ was eliminated and CPU utilizations dropped in the range of 10 to 30
percents, which depends on the nul_:nbexj of receiving modules resid@ng
on a particular CPU, frequency of receiving records, and record

lengths.

b. Functions for gathering IMC Statistica: In order to study the role of
inter-module communications in task allocation, we need to know how
many messages afe generated by what application modules, and to
what modules these messages are sent. Special measurement routines

have thus been inserted in the simulator to measure the IMC.
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Replication Runs: In order to eliminate the bias resulting from the
random number generator, we modified the simulator so that, for each
run, it would start with a different initial seed for the generator. A
UNIX command procedure was used to repeat the simulation a

specified number-of times, each time starting with a different seed.

Tool for Data Reduction and Plotting: To handle the huge amount of
output statistical data from simulations, particularly from replic;;ted
runs as described above, several data reduction routines and plotter

routines were developed.
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APPENDIX C
" COMPUTING OBJECT DETECTION TIMES .

Tt
The input scenario is represented i)y the SKYMAP file A(Fig.' C-1).
START TIME and END TIME are the time instances when an object enters
and leaves the sky area covered by the indicated radar BEAM. The following

2 steps calculate the detection times for all objects in the scenario.
a) Perform the following algorithm for each BEAM-ID number:

1. Divide BEAM-ID by 15, obtaining the quotient q and the remainder r.

2. f r=0
then { q <- q-1;
r<-15;}
(This BEAM direction is searched during the r-th round of radar search.)

3. Caleulate the time instance t in milliseconds
t < 57(r-1)+(q+1)+7

e.g. BEAM-ID = 332
332/15=22 ....2
57x(2-1)+(22+1)+7 = 87 ms
4. If t < START-TIME for the object to show up within
the search-range of this beam,
then { t <-- t+855;
goto 4}
5.1f t > END-TIME
then terminate;
Else
{ Record t as a Detection Time for this BEAM;
t <-- t+855;
go to 5; }
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Note: After performing this algorithm for all the BEAM-ID numbers,
we obtain the object detection times as shown in Fig. C-2.

b) List all Detection Times for each object (Fig. C-3).
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THE SKYMAP FILE, TTSKYMAP.DAT, CONTAINS 42 OBJECTS

SEQUENCE CBJECT BEAM START END
NUMBER ID D TIME TIME
1 47 211 o 1000
1 47 212 800 2000
2 69 332 0 800
2 69 - . 375 600 1600
3 56 482 0 400
3 56 . 528 300 2000
4 80 - 408 0 1000
5 67 603 0 500
5 67 646 400 1000
6 36 259 o 00
6 36 260 700 - 2000
7 35 350 0 500
7 35 351 400 1500
7 35 399 1400 2000
8 70 - 246 0 950
8 70 290 200 1600
8 - 70 288 1500 2000
9 o4 291 0 800
9 64 335 700 1600
9 A 380 1500 2000
10 81 322 0 800
10 81 318 700 1500
11 45 3% 0 400
11 45 442 300 1100
11 45 488 1000 2000
12 75 546 0 2000
13 59 205 Q 2000
14 57 341 0 800
14 57 386 700 1600
14 - 57 431 1500 2000
15 58 255 0 800
15 58 300 600 2000
le 46 300 0 800
16 46 346 700 1600
16 46 347 1500 2000
17 65 207 0 1000
17 65 251 800 2000
18 77 329 0 800
18 77 325 700 1600
18 - 71 366 1500 - 2000
19 8l 321 250 800
20 74 . 283 0 800
20 74 281 700 1600
20 74 278 1500 2000

Fig. C-1. SKYMAP, Input Scenario File



21 25 265 0 800
21 25 267 700 1600
21 25 270 1500 2000
22 .70 291 500 950
23 02 232 0 1000
23 a2 229 800 2000
24 78 190 0 400
24 78 - 189 300 900
24 78 187 800 2000
25 43 756 0 1000
26 61 745 0 1000
27 55 660 0 1100
28 71 591 0 500
28 ysl 635 400 1000
29 62 608 0 1000
30 33 583 0 800
31 72 552 0 800
32 44 533 0 2000
33 63 474 0 2000
34 68 463 0 2000
35 76 460 0 1500
36 34 447 0 1000
37 73 418 500 1500
37 73 459 1300 2500
38 24 358 500 1000
39 26 176 500 1500
40 37 173 500 2000
4 48 165 500 1500
42 2 130 500 1500
43 0 0 0 0

Fig . C-1{(Con.) SKYMAP, Input Scenario File

160



THE SKYMAP FILE, TTSKYMAP.DAT, CONTAINS 42 CBJECTS

SECUENCE OBJECT BEEM START END DETECTION

BBEEKES@@ommmqqqmmmmpwwmuww%

MR N b bt b b b bt b
AT e T T 'S

Fig' C-ZQ

ID
47
47

EﬁﬁEddd&&&ﬁS&Eﬁﬂﬂ%d&ﬁﬁﬂﬁﬁﬁﬂéé8%&8&3398&&%%

ID

221
212
332
375
482
528
408
603
646
259
260
350
351
399
246
290
288
291
335
380
322
318
396
442
488
546
205
341
386
431
255
300
300
346
347
207
251
329
325

- 366

321
283
281
278

700
1500
250
0
700
1500

TIME
1000
2000
800
1600
400
2000
1000
500
1000
900

2000 .

500
1500
2000

950
16Q0
2000

800
1600
2000

800

1500
400

1100
2000
2000
2000

800
1600
2000

800
2000

800
1600
2000
1000
2000

800
1600
2000

800

800
1600
2000

TIME
22, 877,
934, 1789
87
: 830
97
1012, 1867
149 T
162
. 906
196
1108, 1963
289
1171
(Not Detected)
309
1110
1851
312
1113
1971
371
998
319
379
1294

329, 1184

534, 1389
600
1458 ,
(Not Detected)
(Not Detected)
825, 1680
(Not Detected)
886
1798
648
1449
770
1397
(Not Detected)
314
710
1451
(Not Detected)

Detecticn Times for Objects by Various BEAMs
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21 25 665 0 800 538

21 25 267 700 1600 1507

21 25 270 1500 2000 1678

22 70 291 500 950 (Not Detected)}
23 82 232 0 1000 365

23 82 229 800 2000 1049, 1904
24 78 190 0 400 (Not Detected)
24 78 - 189 300 900 476

24 78 187 ‘800 2000 1217

25 43 756 0 1000 343

26 6l 745 0 1000 570

27 55 660 0 1100 849

28 7l 591 - 0 500 332

28 7 635 400 1000 {Not Detected)
29 62 608 0 1000 _ 447

30 33 583 0 800 730

31 72 552 o} 800 671

32 44 533 0 2000 442, 1297

33 63 474 0 2000 495, 1350

34 " 68 463 0 2000 722, 1577

35 76 460 0 1500 551, 1406

36 34 447 0 1000 664

37 73 418 500 1500 719

37 73 459 1300 2500 1349, 2204

38 24 . 358 500 1000 715

39 26 176 500 1500 589, 1444

40 37 173 500 2000 1273

41 48 165 500 1500 817

42 22 130 500 IS00 529, 1384

43 0 0 o} 0

Note:AncbjectwithmrethanaxeDetectimTi:re
means that it is detected multiple times by
the radar and recurdant images are generated.

Fig, C-2 (Con.) Detection Times for Cbjects by Various BEAMs
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OBRJECT DETECTION
NUMBER TIME

OBJECT DETECTION
NUMBER TIME

1 22,877,934,1789 21 538, 1507, 1678
2 87,830 22 (Not Detected)
3 97,1012, 1867 23 365, 1049, 1904
4 149 24 476, 1217
5 162,906 25 . 343 -
6 196, 1108, 1963 26 570
7. 259,1171 27 849
8 309, 1110, 1851 28 332
9 312,1113,1971 29 447
10 371,998 30 730
11 319,379, 1294 31 671
12 329, 1184 ) 2 442, 1297
13 534, 1389 a3 495, 1350
14 600, 1458 4 722,1577
15 825, 1680 35 551, 1406
16 886, 1798 36 664 ,
17 648, 1449 37 719, 1349, 2204
18 770, 1397 38 715 :
19 314 39 589, 1444
" 20 710,1451 40 1273
Fig . C-3. Detection Times for Each Cbject
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APPENDIX D
- MODULE-ASSIGNMENT SELECTION PROGRAM

. " The program selects the module assignﬁ:ents from the enumeration
tree according to the -objective function. Variable MINMAX keeps the
minimum “bottleneck load” evaluat;ad so far in the tree search. It is
initialized with a large value, 999999 MLI's. Whenever a module assignment
is evaluated to have a bottleneck smaller than MINMAX, the bottleneck value
replaces the old MINMAX value and a line is printed to log this particular
assignment.. Fig. D-1 shows the printout from this program; Progressively
better assignments are obtained. The first- column .displays the module
assignment with the minimum bottleneck found so far and the next column
shows the associated bottleneck value. Of the 23 numbers shown in the
assignment, the j-th number with a value of 1, 2, or 3 means ﬁlodule M; being
assigned to processor 1, 2, or 3 in the particular assignment. Within each
row, the bottleneck is the largest of those three load values in columns 3, 4,
and 5, each column representing a processor in the distributed system. The
rightmost column shows the total load of the 3 processors, i.e., the total

system load.
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Since it takes several days to enumerate the entire tree, the program is
designed to have a checkpoint written out in a temporary output file for
every 3!! assignments evaluated. When a computer system failure occurs, the

program can continue the enumeration from the most recent checkpoint.

i
h

“From the program output we picked the last ten assignixients (shown
in Fig.4-20) and simulated each of them with the DPAD simulator. See

Section 4.3 for the results.

Although the 10 selected assignments have progressively smaller
bottlenecks, they are not exactly the 10 assignments in the search tree which
have the 10 smallest bottlenecks: For example, after the assignnient with the
bottleneck 743d8 MLI was printed on Fig. D-1 (the 3rd line from the bottom),
‘an assign.ment with a bottleneck 74310 was not printed. Nor was an
assignment with a bottleneck 74400. But, both 74310 and 74400 might well
be among the 10 smallest bottlenecks. Therefore, there are many more
assignments that have better (or ' comparable) performance than the 10

selected ones.
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